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SYNOPSYS

Accelerating Innovation

CHAPTER 1

Getting Started

The following topics provide a general introduction to the Synphony Model
Compiler software:

* About The Synphony Model Compiler Tool, on page 18
* Synphony Model Compiler Design Flows, on page 20
* Finding Information, on page 26

* Getting Help, on page 26

Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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Getting Started About The Synphony Model Compiler Tool

About The Synphony Model Compiler Tool

This section briefly discusses the following topics:
* About the Software, on page 18
* Synphony Model Compiler and MATLAB, on page 19

About the Software

The Synphony product is a high-level tool for hardware DSP design. It is an
add-on to the Simulink® product from The MathWorks®, and provides the
designer with an automated path from high-level design and simulation to an
architecturally-optimized, synthesizable, system-level HDL implementation.
This tool provides performance and productivity benefits for designers who
are implementing DSP circuits into FPGA devices. The software achieves
significantly higher performance than alternative solutions and provides the
designer with a mechanism to evaluate high-level area/performance
trade-offs. The output is synthesizable HDL code ready for use with the
Synopsys® Synplify Pro® synthesis software.

The software consists of the following components:
* A Simulink blockset

* An automated mechanism to produce a bit-exact, optimized HDL imple-
mentation when a Simulink model is created using this blockset

* An automated mechanism to capture test vectors during Simulink
simulation

* Automatic HDL test bench generation to verify bit accuracy

Value for DSP Algorithm Designers

Using FPGAs for DSP design is a complex task, and the Synphony Model
Compiler software makes it easy to maximize the optimizations possible with
this design flow. For DSP algorithm designers implementing in FPGAs, the
Synphony Model Compiler software does the following:

* Provides a familiar working environment. The Synphony Model Compiler
tool plugs into the familiar Simulink and MATLAB environment, so the
DSP algorithm designer need not learn a new tool or methodology.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
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About The Synphony Model Compiler Tool Getting Started

Automates the design flow by smoothly transitioning from the high-level
arithmetic Simulink abstractions to the Synopsys FPGA synthesis tools,
with which it is tightly integrated. It eliminates the need for the

algorithm designer to learn about physical issues that affect the design.

Is the only tool that offers a vendor-independent solution for a DSP
FPGA implementation. The designer can experiment with different FPGA
vendor technologies.

Includes proprietary optimizations that improve area and performance.

Value for Hardware Engineers

For the hardware engineer, the Synphony Model Compiler software does the
following:

Eliminates costly iterations normally required to accurately translate the
DSP algorithms, because it generates the necessary RTL code. It elimi-
nates the extra cycles normally required to generate RTL that captures
the algorithmic intent of the designer and also accounts for physical
issues.

Makes the hardware engineer’s job easier with built-in optimizations
that account for hardware considerations. The Synphony Model
Compiler tool does DSP-level optimizations (z-domain) using implemen-
tation-level constraints like target technology and timing.

Generates an optional testbench, which can be extremely useful in
verifying bit accuracy.

Synphony Model Compiler and MATLAB

It is assumed that you have valid licenses for the appropriate versions of the
MATLAB® and Simulink software from MathWorks and that you are familiar
with these products. For FPGA targets, the use model assumes that the
Synphony Model Compiler output will be synthesized with the Synplify Pro
product from Synopsys, so the designer must have this product and be
familiar with its use.

Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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Getting Started Synphony Model Compiler Design Flows

Synphony Model Compiler Design Flows

This section contains a flow description and a step-by-step procedure.

¢ Synphony Model Compiler FPGA Design Flow, on page 20

Design Requirements for RTL Generation, on page 22

¢ FPGA Design Flow Procedure, on page 23

Synphony Model Compiler FPGA Design Flow

The following figure summarizes the flow for creating an FPGA design, gener-
ating RTL code, synthesis, and verification. For more details, see the proce-
dure in FPGA Design Flow Procedure, on page 23. To step through an
example using the tool for an FPGA design, refer to the training materials
packaged with the tool.

Synphony Model Compiler User Guide
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SYNPHONY FPGA DESIGN FLOW

Design algorithm with
Synphony blocks

Simulate and verify design
in Simulink Stage 1: Design Entry

and Simulation

Select target and
architectural optimizations

Y

Run synthesis for FPGAs bm=d SHLSTool Toolbox
and optimize

Test Bench
Source File
Constraint File Stage 2: Design Optimization
Project File and RTL Generation
Run Synplify Pro/Premier
logic synthesis
+ Verify

Place and route

Stage 3: Logic Synthesis, Verification,
and Place and Route

Stage 1: Design Entry and Simulation

For this first stage of the flow, use the Simulink software and the Synphony
Model Compiler blockset to compose the design. You can use other Simulink
blocksets for simulation and debugging, but the software only generates RTL

Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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Getting Started Synphony Model Compiler Design Flows

code for blocks from the Synphony blockset. Simulate and verify the design at
least once with Simulink to ensure correct functionality. For additional
details about the flow, see FPGA Design Flow Procedure, on page 23.

Stage 2: Design Optimization and RTL Generation

The strengths of the Synphony Model Compiler software are optimization and
RTL generation. To do this, add the SHLSTool block to the design.

Set system-level optimization settings and the target technology with the
SHLSTool block. Use the same block to generate RTL code. The optimizations
are targeted towards the FPGA design. For details of the flow, see FPGA
Design Flow Procedure, on page 23. The software generates RTL code and an
optional test bench.

Stage 3: Logic Synthesis, Verification, and Place-and-Route

For this stage, you use synthesis, verification, and place-and-route tools. If
you generated a test bench, run it in a VHDL simulator to verify the bit-exact-
ness of the generated VHDL code with respect to the Simulink model. Use the
RTL code for logic synthesis with the Synplify Pro software. After synthesis,
verify the post-synthesis VHDL code generated by the synthesis software
against the Synphony Model Compiler test bench. Then, use the synthesized
netlist as input to the place-and-route tool of the FPGA vendor. For additional
details about the flow, see FPGA Design Flow Procedure, on page 23.

Design Requirements for RTL Generation

To generate RTL, you must follow these rules:

* The design must be bound by the Synphony Model Compiler Port In and
Port Out blocks. You must define your design boundaries with Synphony
Model Compiler Port In and Port Out blocks. If you do not do this, the
Synphony Model Compiler tool cannot determine the ports for the RTL
description. The generated RTL will not be correct.

¢ All the blocks that need to be synthesized into RTL must be from the
Synphony Model Compiler blockset.

* Do not use the following characters in port, block, subsystem, or signal
names in the Simulink model. If you do, the tool might not generate RTL
code successfully.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
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* Data types that are propagated through any of the Synphony blocks
must have a word length that is greater than or equal to the fraction
length.

FPGA Design Flow Procedure

The following procedure describes the steps required to follow the design flow
(Synphony Model Compiler FPGA Design Flow, on page 20):

1. Start MATLAB and make sure you are in your design directory. Click the
Simulink icon and open Simulink.

File Edit Debug Desktop Windnﬂ_\Help

D] % BB o o (M) 2]

2. Set up the design.

— Open a model window. For details, see Starting a Synphony Model
Compiler Design, on page 641.

— Configure the tool settings and specify the timing mode, as described
in Configuring Synphony Model Compiler, on page 638.

Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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— Build your circuit with Synphony Model Compiler blocks. For details,
see Working with Synphony Model Compiler Blocks, on page 642.
3. Verify the design in Simulink.

— Set simulation parameters and simulate the design using the
commands on the Simulate menu. For details, consult the Simulink
documentation.

— Use a Simulink simulation with scaled double precision.

— Impose quantization on the design enabling fixed-point data type
associations.

— Verify the bit-accurate design with a Simulink simulation.

4. Set up the implementation for RTL generation.

— Make sure your design follows the requirements described in Design
Requirements for RTL Generation, on page 22.

— In the Simulink window, click Synphony Blockset, and add the SHLSTool
block to the design. One instance of this block controls the whole
design.

— Double-click the SHLSTool block in the model window to open the
Synphony Model Compiler toolbox.

— Set up the implementation and the options for it, as described in
Setting up Implementations, on page 644.

— Click OK in the Implementation Options dialog box.

S. Click Run in the Synphony Model Compiler window to generate RTL code
and output files for the optimized design.

The software generates RTL code for the Synphony Model Compiler
block components in the design. It does not generate RTL code for other
blocks.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
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6. Run logic synthesis, verify, and place-and-route your design. For details
about these tasks, consult the documentation for these tools.

— Start the Synplify Pro or Synplify Premier software and use the source
code, constraint, and project files generated in the previous step as
input to synthesize your design. If you want to target a different
family or device, you can reset that in the synthesis tool when you
run synthesis.

— Compare the test bench to post-synthesis gate-level simulation to
verify results.

— Place and route the design, using the tool appropriate to your design
and vendor.
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Finding Information

The following table shows you where to find information:

For...

See...

Procedures and tips on using the tool Synthesizing the Design

Descriptions of individual Synphony Model Blocks — By Library

Compiler blocks Blocks — Alphabetical List
Descriptions of command line functions SMC Functions
Help Getting Help

Getting Help

The Synphony Model Compiler software includes documentation, which you
can access in the following ways:

For a printed copy, go to the MATLAB help (Help->Product Help) and select
Synphony Model Compiler in the Contents tab of the Help system. Scroll down
and open the PDF document (Release Notes or User Guide) you need.
You can print out the PDF documents.

For online help, open the Contents tab of the Help Navigator, scroll to
Synphony Model Compiler, and select the topic you want.

For context-sensitive online help about blocks in the Simulink library
browser, click a block to see a one-line description displayed. Right-click
on a block and select Help to display information about the block.

For context-sensitive online help about blocks in the Simulink model
window, right-click on the block and select Help. This displays informa-
tion about the block.

For context-sensitive online help on a dialog box, click the Help button.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
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CHAPTER 2

SMC Blocks: Abs to Host Interface

This chapter describes the Synphony Model Compiler blocks and the
Synphony Model Compiler custom blocks, categorizing them by library and
alphabetically. See the following:

* Blocks — By Library, on page 28
* Blocks — Alphabetical List, on page 39
Note the following:

* The Synphony Model Compiler library includes some toolboxes at the
top level: SynCoSimTool, SHLSTool and SynFixPtTool. They are documented
along with the other blocks.

* Some Synphony Model Compiler blocks are classified as custom blocks.
For details, and a list of the custom blocks, see Primitives and Custom
Blocks, on page 800.

* Some blocks are specialized blocks, and the icons reflect the difference.
For example, Black Box, M Control, and the port and subsystem blocks.

* The appendix Blockset Summary, on page 945, contains a quick refer-
ence list of parameters like saturation and word length for different
blocks.

Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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Blocks — By Library

The Synphony Model Compiler blockset is organized into the block libraries

described in the following table. You can access the libraries from the
Simulink Library Browser. For an alphabetical list of individual blocks, see
Blocks — Alphabetical List, on page 39).

Communications
Control Logic
CORDIC

DSP Basics
Filtering

Floating Point
Functions

Math Functions
Memories

Ports &
Subsystems

Signal Operations
Sources

Transforms

SMC
SynCoSimTool

SMC SHLSTool

SMC
SynFixPtTool

© 2013 Synopsys, Inc.
28

Contains blocks specific to the communications industry.
Contains blocks that implement logic for controlling datapaths.
Contains blocks for specialized CORDIC math operations.
Contains fundamental blocks used for most DSP functions.
Contains blocks for designing and implementing filters.

Contains blocks that perform various floating point
computations of math functions.

Contains blocks for specialized math operations.
Contains blocks for memory structures like RAMs and FIFOs.

Contains port and black box blocks.

Contains blocks for the manipulation of signals.
Contains blocks that generate constants and counters.

Contains blocks for transforms that are important to DSP
operations.

Specialized toolbox that manages the cosimulation interface
between the smart black boxes in the design and ModelSim.

Specialized toolbox that controls the generation of RTL for
synthesis. The toolbox lets you set options in the
Implementation Options dialog box, described in
Implementation Options Dialog Box, on page 490.

Specialized toolbox that opens the Simulink fixed point
interface.

Synphony Model Compiler User Guide
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SMC Blocks: Abs to Host Interface

Communications

=

=

This library contains specialized blocks used for DSP designs in the commu-

nications industry.

SMC Block
Deinterleaver

SMC Block Interleaver

SMC Convolutional
Deinterleaver

SMC Convolutional
Encoder

SMC Convolutional
Interleaver

SMC CRC Generator

SMC Depuncture

SMC Gold Sequence
Generator

SMC PN Sequence
Generator

SMC Puncture

SMC Reed-Solomon
Decoder

SMC Reed-Solomon
Encoder

SMC Viterbi Decoder

Synphony Model Compiler User Guide
October 2013

Reshuffles a fixed number of interleaved input symbols
to obtain the original sequence.

Shuffles a fixed number of input symbols to a new
permutation.

Reshuffles streaming input symbols according a to a
predefined mapping scheme.

Corrects feed-forward errors using k/n convolutional
codes.

Shuffles streaming input symbols to a new permutation,
using a predefined mapping scheme.

Generates CRC bits and appends them to the input data
frames.

Removes user-specified symbols from the input data
stream and replaces them with zeroes.

Generates a Gold sequence, with specified polynomials u
and v, o

f period N =2n - 1, called a preferred pair.

Generates a sequence of pseudorandom (PN) binary
numbers using a linear-feedback shift register (LFSR).

Removes user-specified bits from the input data stream.

Decodes the encoded signal using Reed-Solomon
error-correcting codes.

Generates an encoded signal, using Reed-Solomon
codes.

Decodes convolutionally encoded input data.

© 2013 Synopsys, Inc.
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Control Logic

3

This library contains blocks that provide control logic for outputs.

SMC M Control Uses an M file to define a function for complex control logic.

SMC Mealy State Provides control logic where the output depends on the input
Machine and an internal state vector.

SMC Moore State  Provides control logic where the output depends on the
Machine current state.

CORDIC

This library contains blocks for specialized CORDIC math operations.

SMC CORDIC Exp
SMC CORDIC Log
SMC CORDIC Polar

SMC CORDIC Rotator
SMC CORDIC SinCos

SMC CORDIC Sqrt

SMC CORDIC2

© 2013 Synopsys, Inc.
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Calculates the natural exponent of the input using the
CORDIC algorithm.

Calculates the natural logarithm of the input using the
CORDIC algorithm.

Calculates \/(X2+y2) and atan(y/x) where x and y are the
inputs.

Implements a fully pipelined CORDIC rotator.

Implements a sine and/or cosine generator circuit using a
fully parallel CORDIC algorithm in rotation mode.

Calculates the square root of the input using the CORDIC
algorithm.

Implements a circular CORDIC (Coordinate Digital
Rotation Computer).

Synphony Model Compiler User Guide
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SMC Blocks: Abs to Host Interface

DSP Basics

L]

%

This library contains blocks for basic DSP operations.

SMC Add
SMC Delay

SMC Gain

Filtering

s

Implements a full-precision signed adder or subtractor.

Delays the input by the specified number of sample clock
cycles.

Implements a constant gain to the input.

This library contains blocks for designing and implementing filters.

SMC CIC
SMC CIC2

SMC Differentiator

SMC FDATool
SMC FIR
SMC FIR2

SMC FIR Engine

SMC FIR Rate

Custom block that implements a CIC filter.

Implements a CIC filter with additional enhancements
compared to the CIC block.

Custom block that performs a discrete time differentiation
of the input signal.

Opens the Simulink FDATool interface.
Implements a finite impulse response (FIR) filter.

Implements fixed and reloadable coefficient FIR filters,
including polyphase filters, multichannel filters, and
symmetric coefficient filters.

Implements a finite impulse response (FIR) filter that uses
the coefficients as vector input.

Implements a polyphase FIR filter.

Converter

SMC IIR Implements an infinite impulse response (IIR) filter.
Synphony Model Compiler User Guide © 2013 Synopsys, Inc.
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SMC Integrator

SMC Moving Average
Filter

SMC Parallel FIR
SMC RFIR

Performs a discrete time integration of the input signal.

Implements a hardware efficient moving average filter.

Implements a parallel input FIR filter.

Custom block that implements a reloadable finite impulse
response FIR filter.

Floating Point Functions

This library contains blocks that perform various floating point computations

of math functions.

SMC FP Add
SMC FP Compare

SMC FP Constant

SMC FP Fused Mult
Add

SMC FP Port In
SMC FP Port Out
SMC FP to Fixed

SMC Fixed to FP

SMC FP Mult

© 2013 Synopsys, Inc.
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Adds or subtracts two floating point values.

Compares two floating point numbers and returns 1 if the
selected condition holds true. Otherwise, O is returned.

Sets a constant value for a specified floating point
representation as the output.

Performs various multiply-add operations on three/four
inputs.

Converts Simulink double to SMC floating point format.
Can be used instead of SMC Port In to define the RTL
generation boundary of floating point designs.

Converts SMC floating point format to Simulink double.
Can be used instead of SMC Port Out to define the RTL
generation boundary of floating point designs.

Converts an input SMC floating point format to a signed
fixed point format for the specified word length and
fraction length.

Converts a fixed point input to the SMC floating point
format with the specified representation.

Multiplies two floating point values.

Synphony Model Compiler User Guide
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SMC Blocks: Abs to Host Interface

Math Functions

This library contains blocks for specialized math operations.

SMC Abs
SMC Accumulator

SMC Add

SMC Binary Logic

SMC Comparator
SMC Divider

SMC DivMod

SMC Gain
SMC Log
SMC Matrix Mult

SMC MinMax

SMC Mult
SMC Negate

SMC Pow
SMC Shifter
SMC Sign

SMC SinCos

Synphony Model Compiler User Guide
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Calculates the absolute value of the scalar input.

Implements an accumulator with optional reset and
enable.

Implements a full-precision signed multi-input adder.
Selected inputs can be configured for addition or
subtraction.

Calculates bitwise binary logic functions on the inputs.
Implements a programmable comparator.

Calculates the fixed-point fractional division of two
inputs, A and B.

Calculates the integer division and/or modulo function of
two inputs, A and B.

Implements a constant gain to the input.
Calculates the natural logarithm of the input.

Implements matrix multiplication of a two-input matrix
signal.

Custom block that calculates the minimum, maximum, or
minimum and maximum of two inputs.

Implements a full-precision multiplier.

Computes the two’s complement (arithmetic negation) of a
signed input.

Raises a value to the power of another value.
Performs a variable left or right shift on the input signal.

Custom block that provides the 2-bit sign value (+1 or -1)
for the input.

Calculates sin(27tf) or cos(27tf) for the input.

© 2013 Synopsys, Inc.
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SMC SinCos2

SMC Sqrt
SMC Sum of Products

Memories

i

Creates sin and cos waveforms based on the input phase
and amplitude values.

Calculates the square root of the input.

Multiplies inputs with gain values and calculates the sum
of the computed products to provide a scalar output.

This library contains blocks for memory structures like RAMs and FIFOs.

SMC Delay

SMC FIFO

SMC Flow Control
Buffer

SMC Permutation

SMC RAM

SMC Register
SMC ROM

SMC Shift Register

© 2013 Synopsys, Inc.
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Delays the input by the specified number of sample clock
cycles.

Implements a synchronous FIFO (First in First Out)
memory queue.

Provides forward or backward flow control.

Shuffles the incoming data according to a specified
permutation vector.

Implements a memory function through a storage array
that has read and write access through ports.

Inserts a delay.

Models a read-only memory (ROM) with a latency of one
sample.

Implements a delay line with dynamic or static access to
intermediate taps.
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SMC Blocks: Abs to Host Interface

B

Ports & Subsystems

This library contains port and black box blocks.

SMC Black Box
SMC HLS Subsystem

SMC Host Interface

SMC In
SMC Out
SMC Port In

SMC Port Out

SMC RTL
Encapsulation

SMC Smart Black Box

SMC Subsystem

SMC Test Vector
Capture

Synphony Model Compiler User Guide
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Provides a way to embed other blocks.

Lets you add a previously designed Synphony model to
the current design and set implementation settings for it.

Provides an interface to the host processor using a
simpler bus protocol to configure the design.

Provides a way to add an in port to a subsystem
Provides a way to add an out port to a subsystem

Defines the input boundaries for the DSP design to be
implemented in RTL.

Defines the output boundaries for the DSP design to be
implemented in RTL.

Embeds and simulates RTL blocks inside their Simulink
model without the need of external RTL simulators or
special Simulink features.

Lets you embed third-party IP in a Synphony Model
Compiler design.

Allows you to add a subsystem to a Synphony Model
Compiler design.

Toggles between setting or resetting Port In and Port Out
Capture Test Vector mode for all Synphony Model
Compiler ports

© 2013 Synopsys, Inc.
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Signal Operations

P
i

y

This library contains blocks for the management of signals.

SMC Commutator

SMC Concat
SMC Convert

SMC Decommutator

SMC Demux

SMC Downsample
SMC Edge Detector

SMC Extract

SMC Leading Zero
Counter

SMC Mux
SMC Parallel to

Serial
SMC Recast

SMC Reshape

SMC Sample and
Hold

© 2013 Synopsys, Inc.
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Sequentially switches the data from multiple input ports to a
single output port, increasing the data rate of each output
port accordingly.

Concatenates the bits of up to 32 input signals.

Changes the word size and data type of the input. You can
apply a constant before the new word size and data type is
casted.

Sequentially switches the data at the input port to multiple
output ports, reducing the data rate of each output port
accordingly.

Implements a de-multiplexer of up to 2048 outputs with a
latency of one sample.

Decreases the sample rate of the input by removing samples.

Outputs a unity amplitude pulse of one sample period to a
synchronous transition from high to low or low to high.

Extracts specified bits from the input signal.

Computes the number of leading zeros for an unsigned
input.

Implements a multiplexer of up to 2048 inputs.

Implements a data packet splitter that divides the parallel
data word at the input into small serial data packets in the
order specified.

Custom block that provides a value, based on the requested
data type cast at the output and maintaining the same bits
as provided at the input.

Changes the dimensionality of the input signal.

Samples and holds the input signal.
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SMC Saturate

SMC Serial to
Parallel

SMC Signal Update

SMC Single Clock
Downsample

SMC Single Clock
Upsample

SMC Switch

SMC Upsample
SMC Vector Concat
SMC Vector Expand
SMC Vector Extract
SMC Vector Split

Sources

&

Saturates the input signal to the values specified in the
positive and negative saturation value fields.

Implements a data packet combiner that collects serial data
packets at the input and merges them into a parallel data
word at the output.

Updates the specified elements of a vector or matrix input
signal using a given update signal.

Provides variable rate and single clock downsample
operations.

Provides variable rate and single clock upsample operations.

Routes the signal through input or data port based on signal
in the control port.

Increases the sample rate of the input by inserting zeroes.
Constructs vectors by bundling up to 2048 inputs together.
Converts scalar input to vector output.

Extracts selected ports for the output.

Implements a de-multiplexer of up to 2048 outputs.

This library contains blocks that generate constants and counters.

SMC Constant
SMC Counter
SMC DDS

Synphony Model Compiler User Guide
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Implements a source with a constant value.
Implements a resettable modulo counter with enable.

Custom block that creates a direct digital synthesizer with
sin and cos waves based on frequency, phase settings,
and modulations.

© 2013 Synopsys, Inc.
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SMC DDS2 Creates a direct digital synthesizer with sin and cos
waveforms based on frequency, phase settings, and
modulations. This block provides additional functionality
and QoR improvements compared with the DDS block.

SMC Pulse Generator  Generates a single pulse.

SMC Ramp Custom block that creates a ramp based on increments
derived from a port or parameter
SMC Random Custom block that creates a random integer of the
requested word length.
SMC Sequence Custom block that repeats a sequence of specified data
Transforms

ez

This library contains blocks for transforms that are important to DSP opera-
tions.

SMC Configurable Implements a fully pipelined Fast Fourier Transform (FFT) or

FFT/IFFT Inverse Fast Fourier Transform (IFFT).
SMC FFT Implements a fully pipelined Fast Fourier Transform.
SMC FFT2 Implements Fast Fourier Transform that supports both

serial and parallel inputs.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
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SMC Blocks: Abs to Host Interface

Blocks — Alphabetical List

This list includes the toolboxes, as well as the blocks and custom blocks:

SMC Abs, on page 42

SMC Add, on page 48

SMC Black Box, on page 56

SMC Block Interleaver, on page 64
SMC CIC2, on page 70

SMC Comparator, on page 84

SMC Configurable FFT/IFFT, on
page 88

SMC Convert, on page 98

SMC Convolutional Encoder, on
page 106

SMC CORDIC Exp, on page 111
SMC CORDIC Polar, on page 115
SMC CORDIC SinCos, on page 124
SMC CORDIC2, on page 127
SMC CRC Generator, on page 138
SMC DDS2, on page 149

SMC Delay, on page 169

SMC Depuncture, on page 173
SMC Divider, on page 179

SMC Downsample, on page 191
SMC Extract, on page 200

SMC FFT, on page 204

SMC FIFO, on page 220

Synphony Model Compiler User Guide
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SMC Accumulator, on page 44

SMC Binary Logic, on page 53

SMC Block Deinterleaver, on page 62
SMC CIC, on page 66

SMC Commutator, on page 77

SMC Concat, on page 86

SMC Constant, on page 94

SMC Convolutional Deinterleaver, on
page 104

SMC Convolutional Interleaver, on
page 109

SMC CORDIC Log, on page 113
SMC CORDIC Rotator, on page 117
SMC CORDIC Sqrt, on page 126
SMC Counter, on page 131

SMC DDS, on page 143

SMC Decommutator, on page 163
SMC Demux, on page 171

SMC Differentiator, on page 176
SMC DivMod, on page 183

SMC Edge Detector, on page 197
SMC FDATool, on page 203

SMC FFT2, on page 211

SMC FIR, on page 226

© 2013 Synopsys, Inc.
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Blocks — Alphabetical List

SMC FIR Engine, on page 235
SMC FIR Rate Converter, on page 241

SMC FIR2, on page 246
SMC Flow Control Buffer, on page 275

SMC FP Add, on page 286

SMC FP Compare, on page 290

SMC FP Constant, on page 292

SMC Fixed to FP, on page 295

SMC FP Fused Mult Add, on page 298

SMC FP Mult, on page 301

SMC FP Port In, on page 303

SMC FP Port Out, on page 306

SMC FP to Fixed, on page 309

SMC Gain, on page 311

SMC Gold Sequence Generator, on
page 315

SMC HLS Subsystem, on page 319

SMC Host Interface, on page 326

SMC IIR, on page 340

SMC In, on page 345

SMC Integrator, on page 346

SMC Inverter, on page 350

SMC Leading Zero Counter, on
page 352

SMC Log, on page 354

SMC M Control, on page 356

SMC Mealy State Machine, on
page 364

SMC Matrix Mult, on page 360

SMC Moore State Machine, on
page 369

SMC MinMax, on page 367

SMC Mult, on page 378

SMC Negate, on page 386
SMC Parallel FIR, on page 389

SMC Moving Average Filter, on
page 372

SMC Mux, on page 381
SMC Out, on page 388

SMC Permutation, on page 394

SMC Parallel to Serial, on page 392

SMC Port In, on page 399

SMC Pow, on page 405

SMC PN Sequence Generator, on
page 396

SMC Port Out, on page 403

SMC Puncture, on page 412

SMC Pulse Generator, on page 409

SMC Ramp, on page 419

SMC RAM, on page 414

SMC Recast, on page 424

SMC Random, on page 422
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SMC Reed-Solomon Encoder, on
page 435

SMC Reed-Solomon Decoder, on
page 428

SMC Reshape, on page 443
SMC ROM, on page 453
SMC Sample and Hold, on page 465

SMC Sequence, on page 470

SMC Register, on page 441

SMC RFIR, on page 448

SMC RTL Encapsulation, on page 456
SMC Saturate, on page 467

SMC Shift Register, on page 476

SMC Serial to Parallel, on page 473

SMC SHLSTool, on page 486

SMC Shifter, on page 484

SMC Signal Update, on page 509

SMC Sign, on page 507

SMC SinCos2, on page 516

SMC SinCos, on page 513

SMC Single Clock Upsample, on
page 529

SMC Single Clock Downsample, on
page 526

SMC Sqrt, on page 539

SMC Smart Black Box, on page 532

SMC Sum of Products, on page 544

SMC Subsystem, on page 543

SMC SynCoSimTool, on page 550

SMC Switch, on page 548

SMC Test Vector Capture, on page 556

SMC SynFixPtTool, on page 554

SMC Vector Concat, on page 561

SMC Upsample, on page 557

SMC Vector Extract, on page 570

SMC Vector Expand, on page 567

SMC Viterbi Decoder, on page 574

Synphony Model Compiler User Guide
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SMC Vector Split, on page 572
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SMC Abs

Calculates the absolute value of the scalar or vector input.

Library
Synphony Model Compiler Math Functions

Description

The Synphony Model Compiler Abs block calculates the absolute value of the
vector or scalar input. The output has the same signal dimension as the
input, with each channel being the absolute value of the corresponding input
channel.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Latency

This block has no latency.
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Abs Parameters

i ﬂ
— Synphony Model Compiler Abs {mask) {ink)
The Abs block calculates the absolute value of the input.
—Parameters
Qutput format ISpecif'y :I
Output word length
|15
Output fraction length
E
QOuput data type Isigned :I
0K I Cancel Help | Apply |

For descriptions of the parameters, see the following:

Output format Output Format, on page 583

Output word length Output Word Length, on page 584
Output fraction length Output Fraction Length, on page 584
Output data type Output Data Type, on page 584

The default output format for the Abs block is Automatic, where the tool keeps
the input word length and fraction length with unsigned output. Thus, there
is no lost bit for negative extremes, because there is no overflow or underflow.

If you use Specify to specify the output format of the block, and the integer
length and/or fraction length you specify is less than the input values, the
output is wrapped (no saturation) for overflow and/or truncated (no
rounding) for underflow.
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SMC Accumulator

Implements an accumulator with optional reset and enable.

Library
Synphony Model Compiler Math Functions

Description

Ax Zixjp

The Synphony Model Compiler Accumulator block implements an adder or
subtractor-based accumulator with optional reset and enable ports.

y[n]=x[n-1]+y[n-1]
H(z)=z/(1-z)
Automatic Scalar Expansion

If the data input is a vector, and if one of the reset or enable ports is scalar,
the reset and enable ports are expanded according to the size of the data
input vector.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Latency

This block provides the result of the accumulating register.
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Accumulator Parameters

-
E Function Block Parameters: Accumulator

Synphony Model Compiler Accumulator (mask) (link)

The Accumulator block is a resettable accumulator with enable.

Parameters
Operation ’+= v]
Qutput format ’Specif‘_.r V]

Output word length
16

Output fraction length
8

Output data Type |signed

[C] Reset port
[C] Enable port
[C] overflow port
| [ Inherit port
Inherit sample time
Sample time factor
1

[ OK H Cancel ” Help H Apply

Operation
Configures the operation of the block. You can select from the following:
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Output format, Output word length, Output fraction length, and Output Data type

For descriptions of these parameters, see the following:

Output format Output Format, on page 583

Output word length Output Word Length, on page 584

Output fraction length Output Fraction Length, on page 584

Output data type Output Data Type, on page 584
Reset port

When enabled, the block is implemented with a reset port.

Enable port

When enabled, the block is implemented with an enable pin.

Overflow port

When enabled, the block is implemented with an output pin (ovf) for
monitoring overflows.

Inherit port

Determines whether the tool creates an inherit port. The tool creates an
inherit port when you enable the option. If you enable the option, the
tool applies automatic scalar expansion to the inherit and data ports. If
one input is scalar and the other is vector, the scalar input is expanded
to the size of the vector input.

This port does not convey data, but is used to specify the data type.
Enabling this option allows you to do the following:

— Use the variables syn_inh_wl, syn_inh_fl, and syn_inh_dt to specify Output
word length, Output fraction length, and Number of shift bits. See Special
Variables, on page 588 for information about these variables.

— Use the inherit option to specify the Output data type. See Output Data
Type, on page 101 for a description of the option.
Inherit sample time

Determines whether the output inherits the sample time from the
inherit port. Enabling this option means that the output port inherits
the sample time from the inherit port, and disabling it means the output
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port inherits sample time from the input. This option becomes available
when you enable Inherit port.

Sample time factor

Specifies a time factor for the sample time that the output port inherits
from the inherit port. This option is only available when you select Inherit
sample time.
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SMC Add

Implements both signed single-input and multi-input adders. Selected inputs
can be configured for addition or subtraction.

Library

Synphony Model Compiler DSP Basics and Synphony Model Compiler Math
Functions

Description
L
D

The Synphony Model Compiler Add block implements a signed single-input or
multi-input adder, whose inputs can be configured for addition or subtrac-
tion. The Add block can have up to 256 input ports. The inputs can be vector-
ized to a maximum size of 2048 for single-input adder (in sum of elements
mode) and multi-input adder implementations.

Automatic Scalar Expansion

If enabled when the block has a mixture of scalar inputs and matrix or vector
inputs, the tool expands the scalar inputs to the size of the vectors or
matrices. The vector or matrix inputs must have the same size. You cannot
have a combination of vector and matrix inputs.

In sum of elements mode, the elements of the input vector/matrix signal are
summed up to a scalar. In multi-input adder mode, if the input signals are
vectors/matrices, the corresponding elements of the input vectors/matrices
are summed to give a vector/matrix output of the same size as the inputs.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.
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Latency
This block has no latency.

Add Parameters

E Function Block Parameters: Add Iﬁ

Synphony Model Compiler Add (mask) (link) I,\\S

The Add block is a full precision adder/subtractor.

Parameters

Operation

++

Output format [Specif',r -

Output word length
16

Output fraction length
8

Output data type [signed ']

[T Qutput saturate on overflow (wrap if not selected)

Output round on underflow [Floor (Truncate) ']

[T Sum of Rows
Inherit port

Inherit sample time
Sample time factor

1

[ OK H Cancel H Help ” Apply

A

Operation

Configures the operation of the multi-input adder. Specify a + or - for
each input to the block; the number of inputs is determined by the
number of + or - signs. The default is ++.
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The + or - signs correspond to the adding or subtraction of the corre-
sponding input port. For example, if you specify ++-, the block is imple-
mented with three inputs. The output of the block is calculated as Input1
+ Input2 -Input3. The inputs and the operation symbol on the block icon
reflect the operation choices you made. For example:

++ Operation -- Operation ++- Operation + Operation

::® g "e > :|:e > >+@ >

-

If your design has a single input port feeding in the vector or matrix
signal and if you set Operation to +, the output is the sum of the vector or
matrix elements. If you set Operation to -, the output is the negative value
of the sum of the vector or matrix elements.

If your design has a single input port feeding a matrix signal and if you
set Operation to + when Sum of Rows is enabled, the output is a vector
whose size matches the number of columns in the input signal. Each
element of the output vector is a sum of all the rows of that particular
column of the input signal.

Output format, Output word length, Output fraction length, and Output Data type

For descriptions of these parameters, see the following:

Output format Output Format, on page 583.

There is an exception to the general description
provided in Output Format, on page 583. If the
output format is set to Automatic for an Add block, the
data type of the first input is propagated to the
output. The figure below illustrates the behavior.

Output word length Output Word Length, on page 584.
Output fraction length Output Fraction Length, on page 584.
Output data type Output Data Type, on page 584.

In the following example, all the adders have Output Format set to
Automatic. The input of the first adder is O, because it goes through a
Constant block, and the input data type is sfix2. The other input is
through a port, with a data type of sfix29_en5. When this model is
updated, all the adders have an output of sfix2, because that is the data
type of the first input.
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fist _.:@ o

"T

Output saturate on overflow, Output round on underflow

Determine how overflow and underflow are treated. These options are
available if Output Format is set to Automatic or Specify. You can get overflow
when Output Format is set to Automatic, because in this case the output
data type for the Add block is inherited from the first input of the adder,
so overflow can occur at the output.

Output saturate on When enabled, saturates the overflow; when disabled,

overflow wraps the overflow. See Overflow Saturation Options,
on page 585 for details.

Output round on See Underflow Rounding Options, on page 585 for

underflow details about the rounding options available.
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Sum of Rows

When enabled, the sum of all rows for each column in input matrix can
be obtained at the output. The output is a vector whose size equals the
number of columns in the input matrix. When this is enabled, you can
only have a single input adder with + operation.

Inherit port

Determines whether the tool creates an inherit port. The tool creates an
inherit port when you enable the option. If you enable the option, the
tool applies automatic scalar expansion to the inherit and data ports. If
one input is scalar and the other is vector, the scalar input is expanded
to the size of the vector input.

This port does not convey data, but is used to specify the data type.
Enabling this option allows you to do the following:

— Use the variables syn_inh_wl, syn_inh_fl, and syn_inh_dt to specify Output
word length, Output fraction length, and Number of shift bits. See Special
Variables, on page 588 for information about these variables.

— Use the inherit option to specify the Output data type. See Output Data
Type, on page 101 for a description of the option.

Inherit sample time

Determines whether the output inherits the sample time from the
inherit port. Enabling this option means that the output port inherits
the sample time from the inherit port, and disabling it means the output
port inherits sample time from the input. This option becomes available
when you enable Inherit port.

Sample time factor

Specifies a time factor for the sample time that the output port inherits
from the inherit port. This option is only available when you select Inherit
sample time.
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SMC Binary Logic

Calculates bitwise binary logic functions on both scalar and vector inputs.

Library
Synphony Model Compiler Math Functions

Description

adiout pe

The Synphony Model Compiler Binary Logic block implements bitwise binary logic
functions. The input value is TRUE (1) if it is nonzero and FALSE (0) if it is
Zero.

If the block is fed by vector inputs, they must be the same size. In vectorized
mode, the tool handles each input channel independently and calculates the
corresponding output channel according to the specified expression, treating
it as if a single Binary Logic block is replicated for each input channel.

Automatic Scalar Expansion

If the block has some scalar inputs and other vector inputs, the tool expands
the scalar inputs to the size of the vectors. The vector inputs must be the
same size.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Latency

This block has no latency.
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Binary Logic Parameters

E! Function Block Parameters: Binary Logic ! |

— Synphony Model Compiler Binary Logic (mask) (ink)

The Binary Loagic block calculates bitwise binary logic functions on the inputs.

—Parameters

Expression
asb
0K I Cancel Help Apply
Expression

Specifies the logic operation performed by the block. For information
about rules for the operation, see Rules for Expressions, on page 55. The
operation can be any of the following:

— Binary operations

Operator Description

& AND implements an AND operation, where the output is TRUE if all
inputs are TRUE.

| OR implements an OR operation, where the output is TRUE if at
least one input is TRUE. This is the default.

A XOR implements an XOR operation, where the output is TRUE if
an odd number of inputs are TRUE.

~& NAND implements a NAND operation, where the output is TRUE if
at least one input is FALSE.

~| NOR implements a NOR operation, where the output is TRUE if no
inputs are TRUE. Remember that ~| is not equal to |~.

~A A~ XNOR implements an XNOR operation.

— Unary operations
Operator Description

~ Not

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
54 October 2013



SMC Binary Logic SMC Blocks: Abs to Host Interface

— Reduction operations that do bitwise operations on a single operand
to produce a single-bit output

&a=0/1
la

Aa

~&a

.....la

.-.../\a

Rules for Expressions
Follow these guidelines when you specify the binary logic operations:

* The inputs must be integers of the same size. You cannot use signed
and unsigned integers together. If you do, you can get unexpected
outputs, because the sign bit accepted as the part of the number.

* The expression must not start with an underscore ().
* Precedence for the operators is from left to right.

* The operands for each binary operation must be the same size. For
example, with the a&b expression, a and b must have same word length.

* Curly brackets {} are the expand operators. Operands inside curly
brackets must be 1 bit wide, and they are expanded to the size of next
expression.

Take {a}&b for example, where a is 1 bit and b is 8 bits. The expression
takes a and expands it to 8 bits by adding the LSB value to the expanded
bits. It then ands it with the operand b.

* The number of inputs is limited to 32.
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SMC Black Box

Allows you to embed other blocks or IP in a Synphony Model Compiler design.

Library
Synphony Model Compiler Ports & Subsystems

Description

The Synphony Model Compiler Black Box block implements a black box, which
allows you to embed other blocks in a Synphony Model Compiler design. For
the purposes of simulation with Simulink, the black box is transparent;
however, for RTL generation, the contents of the block will just be a black
box. See the <install_dir> \mathworks\toolbox\Synopsys\Synhis\demos\examples direc-
tory for an example.

Use this block for IP for which you do not have access to the RTL code. If you
have access to the RTL code, use the Smart Black Box block (SMC Smart Black
Box, on page 532) instead. For details about using a black box in your design,
see Using Black Boxes and Third-Party IP, on page 777.

The Black Box consists of just an input and an output, to which you can add
other blocks:

o) )

" ¥

The Black Box supports vector inputs. If the input is a vector, the Input port in
the black box is duplicated and connected to the signal coming outside the
black box. Output vectors are handled in the same way.
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double (4 =fin16_End (4)
Lz 3 4) —L-E—l_’ F—Vi =fin2f_BEnif (4 double (4
| double ()
Partin 4 i
P | Y1! sf|x1B_EnSdC2)bl @ Fort Out
- - ouble
5 double » fix16_En8 Black Box m
Fort Outt Ijl i
Constanti Ramtlnl .
:
Dizplay1

In the design shown above, the Port In block is the input to the x port of the
Black Box block. In the HDL, the top-level input ports Port_In_e3, Port_In_e2,
Port_In_e1, and Port_In_e0 are connected to the duplicated input ports x_e0,
x_e1,x _e2, and x_e3, which are inside the black box.

=fin16_End (41 ’ =fin26_En16 (4

v

b
Gain

=fin16_End

E|

= by —

“wiector Expand

Latency

Latency is determined by the contents of the black box.
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SMC Black Box

Black Box Parameters

ke

E Function Block Parameters: Black Box

=)

Synphony Model Compiler Black Box (mask)

The Black Box block allows to embed foreign objects in a Synphony
HLS design. The simulation in Simulink is transparent, however the
RTL generation is just an instance of a black box.

Parameters
Global Reset
Global Enable

Blackbox Definition lSingIe HDL File

HDL File
C:\mypath\blackbox.{v | vhd}
[T] Copy HDL File to Implementation Directory
Entity/Model Name
blackbox
Format Clock
Clack Names
clk:clkDiv2
Format Enable
Enable Names
GlobalEnablel:GlobalEnable2
Format Reset

Reset Mame(s)

GlobalReset

[ OK H Cancel ”

Help

| [ Apply |

For information about setting these parameters, see Setting Black Box
Parameters, on page 780. The following are explanations of these parameters:
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Global Reset

When enabled, the tool adds a single reset port to the instantiated black
box and ties this port to the global reset in the RTL generated after DSP
synthesis. It also makes the Format Reset option available, where you
specify the global reset.

Global Enable

When enabled, the tool adds an enable port for each clock domain of the
black box. The enable ports are tied to the global enable ports in the RTL
generated after DSP synthesis. It also makes the Format Enable option
available, where you can specify the global enables.

Black Box Definition
Determines the mode used to define the black box.

— Single HDL File specifies that the black box definition is in a single
Verilog or VHDL file (.v or .vhd). Selecting this option makes the HDL
File and Entity/Model Name options available, where you can specify
additional parameters.

— Single EDIF File specifies that the black box definition is in a single
EDIF file. Selecting this option makes the EDIF File, Simulation File, and
Entity/Model Name options available, where you specify additional
parameters.

— Import File List specifies that the black box definition is in multiple HDL
and EDIF files. Selecting this option makes the Black Box File LIst and
Entity/Model Name options available.

— Undefined specifies that there is no black box definition available, as
when the black box is defined in some other black box block.
Selecting this option makes the Entity/Model Name option available.

HDL File

Specifies the absolute path to the single HDL file that defines the black
box; for example, C:\mypath\blackbox.v. This option is only available when
you set Black Box Definition to Single HDL File. The file you specify is added to
the project file and the simulator .do files.

Copy HDL File to Implementation Directory

When enabled, copies the HDL file specified in HDL File to the implemen-
tation directory. This options is only available when you set Black Box
Definition to Single HDL File.
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EDIF File

Specifies the absolute path to the single EDIF file (.edf or .edif) that
defines the black box. This option is only available when you set Black
Box Definition to Single EDIF File. The file you specify is added to the project
file.

Simulation File

Specifies the absolute path to an HDL file that contains the behavioral
simulation model for the black box defined in the EDIF file. This option
is only available when you set Black Box Definition to Single EDIF File. The
behavioral model can be a Verilog or VHDL file (.v or .vhd). The specified
file is added to the simulator .do files.

Black Box File List

Specifies the absolute path to a single text file that lists all the Verilog,
VHDL, and EDIF files that define the black box. This option is only avail-
able when Black Box Definition is set to Import File List.

The list must contain absolute paths to the files. Valid file extensions for
black box definition files in the list file are .v, .vhd, .edf, and .edif. For
example, if your black box is defined in three files called bb1.v, bb2.v and
bb3.vhd, create and save a text file (bblist.txt) that contains the absolute
paths to the black box definition files:

C:\mypath\bbl.v
C:\mypath\bb2.v
C:\mypath\bb3.vhd

Specify the path to the text file (C:\mypath\bblist.txt) in the Black Box File
List field. All listed files are added to the project file. The Verilog and
VHDL files are also added to the simulator .do files.

Entity/Model Name

Specifies the top-most entity or model for the black box in the RTL. The
name you specify becomes the instance name for the black box and the
name of the instantiated entity or model.

You can specify a variable entity or model name in this field using the
synStrEval function. If you have a variable called MyVariable with the value
MySampleEntityName, you can instantiate MySampleEntityName as the name
for the top-level entity or model in the RTL by entering the following in
this field:

synStrEval(MyVariable)
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Format Clock

When enabled, the Clock Names option becomes available and lets you
specify black box clock names. If it is disabled, the tool uses the
Synphony Model Compiler convention for clock names, where the fastest
clock is clk, and reduced frequency clocks are clkDivN.

Clock Names

Specifies clock names for the black box if you do not want to use the
Synphony Model Compiler convention. This field becomes available
when you select Format Clock. Type in the clock names, starting with the
fastest clock, and using colons as separators. For example, if you have
two clocks, clk_sg and clk_2_sg, type clk_sg:clk_2_sg in this field.

Format Enable

When enabled, the Enable Names option becomes available and lets you
specify black box enable names. If it is disabled, the tool uses the
Synphony Model Compiler convention for enable names, where the
fastest domain enable signal is GlobalEnable1, and N-reduced enable
signals are GlobalEnableN.

Enable Names

Specifies enable names for the black box if you do not want to use the
Synphony Model Compiler convention. This field becomes available
when you select Format Enable. Type in the enable names, starting with
the time domain, and using colons as separators. For example, if you
have two enables, ce_sg and ce_2_sg, type ce_sg:ce_2_sg in this field.

Format Reset

When enabled, the Reset Name option becomes available and lets you
specify a name for the black box reset. If it is disabled, the tool uses the
Synphony Model Compiler reset name, which is GlobalResetSel.

Reset Name

Specifies the reset name for the black box if you do not want to use the
Synphony Model Compiler convention. This field becomes available
when you select Format Reset. For example, if you have a reset called grst,
type grstin this field.
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SMC Block Deinterleaver

Shulffles a fixed number of interleaved input symbols to obtain the original
sequence.

Library

Synphony Model Compiler Communications

Description

1 1(d

dp

it

=

M

This block shulffles a fixed number of input symbols according to the
mapping you define to get the original sequence. This is a custom block; for
information about custom blocks, see Primitives and Custom Blocks, on
page 800.

The following figure shows the internals of this block:

1 %} J={d Pid) = 1
d di
# Jelrst rdy
Faro_rst 75
Permutation

lcon Annotations

Note Specifies that the block is a deinterleaver.

Latency Is equal to the number of input symbols - 1.
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Block Deinterleaver Parameters

E! Function Block Parameters: Block Deinterleaver =l
—Synphony Model Compiler Block Deinterleaver (mask) {ink)

Block Deinterleaver is opposite of Block Interleaver, It de-shuffies interleaved
symbols within frames according to a defined mapping scheme in order to obtain
the original sequence.

—Parameters

Symbol ordering vector
[[25143

[~ Resetport
[ Enable port

oK I Cancel Help Apply

Symbol ordering vector

Specifies the order for deinterleaving the input symbols. It operates on
frames with a fixed number of symbols and shuffles them back to the
original permutation, using all the symbols without missing any, and
using each symbol only once.

Reset port
When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable port. The enable
port is connected to the enable signal of the internal shift registers.
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SMC Block Interleaver

Shulffles a fixed number of input symbols to a new permutation.

Library

Synphony Model Compiler Communications

Description

This block shuffles a fixed number of input symbols to a new permutation,
according to the mapping you define. This is a custom block; for information
about custom blocks, see Primitives and Custom Blocks, on page 800.

The following figure shows the internals of this block:

d P

[8] Bty

Faro_rst 75

=9
¥
[‘lj

Permutation

Ilcon Annotations

Note Specifies that the block is a interleaver.

Latency Varies with the number of input symbols.
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Block Interleaver Parameters

=] Function Block Parameters: Block Interleaver x|
— Synphony Model Compiler Blodk Interleaver (mask) (ink)

Block Interleaver shuffles or permutes frames of input symbols according to a
defined mapping scheme.

—Parameters

Symbol ordering vector
|[25143]

[~ Resetport
[ Enable part

0K I Cancel Help Apply

Symbol ordering vector

Specifies the order for interleaving the input symbols. It operates on
frames with a fixed number of symbols and shuffles them, using all the
symbols without missing any, and using each symbol only once.

Reset port

When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable port. The enable
port is connected to the enable signal of the internal shift registers.
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SMC CIC

Implements a CIC filter by applying cascaded integrator-comb (CIC) filtering
on the input signal.

Library
Synphony Model Compiler Filtering

Description

This is a custom block (see Primitives and Custom Blocks, on page 800 for a
definition) that implements a CIC filter by applying cascaded integrator-comb
filtering on the input signal. Cascaded Integrator-Comb filters are a type of
linear phase FIR filter, and have a comb section and an integrator section.
You can use this filter in either interpolating (upsample) or decimating
(downsample) mode.

The SMC library also includes another CIC block, CIC2, with additional
features. See SMC CIC2, on page 70 for a description of this block.

Automatic Scalar Expansion

If the data input is a vector and the reset or enable port is scalar, the tool
expands the scalar reset or enable port to the size of the data input vector.
The reset and enable can be either vector or scalar.

Latency

This block has no latency. In releases prior to 2.6, the CIC block had a
latency of 1.
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CIC Parameters

=] Function Block Parameters: CIC x|

— Synphony Model Compiler CIC (mask) (ink)

The CIC block applies Cascaded-Integrator-Comb filtering on the input signal. The
device can be put in either interpolating (Upsample) or dedmating (Downsample)
mode,

—Parameters

Filter type |Decimator =
Differential delay (M)
|1

Downsample rate

|15

Mumber of stages
|3

Qutput format ISpecif'y :I
Output word length
|15

Output fraction length
E

Qutput datatype Isigned :I
[ Output saturate on overflow (wrap if not selected)

™ Output round towards nearest on underflow (truncate if not selected)

[~ Resetport

™ Enable part
0K I Cancel Help Apply

Filter Type

Determines the type of filter. The next figure shows how the filters are
implemented, without resets and enables.

— Decimator uses downsampling mode and implements a CIC filter that
performs a sample rate decrease on an input signal.
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— Interpolator uses upsampling mode and implements a CIC filter that
performs a sample rate increase on an input signal.

3
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’
Floor ¥
Normalize
Decimator Interpolator

Differential Delay (M)

Specifies the differential delay of the comb portion of the filter. Inter-
nally, the CIC filter uses differentiators, and the value of this parameter
is passed to all differentiators in the CIC filter.

Upsample/Downsample Rate

Determines the interpolation or decimation rate for the filter, depending
on the mode you selected in Filter Type.

Number of Stages

Specifies the number of filter stages. The CIC filter uses differentiators
and integrators internally, and this number equals the number of differ-
entiator/integrator pairs in the CIC filter.
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Output format, Output word length, Output fraction length, and Output Data type

For descriptions of these parameters, see the following:

Output format Output Format, on page 583

Output word length Output Word Length, on page 584
Output fraction length Output Fraction Length, on page 584
Output data type Output Data Type, on page 584

Output saturate on overflow, Output round towards nearest on underflow

Determine how overflow and underflow are treated. These options are
available when Output format is set to Specify.

Output saturate ~ Saturates the overflow when the option is enabled and
on overflow wraps the overflow when it is disabled. See Overflow
Saturation Options, on page 585 for details.

Output round Uses the Nearest or Floor (Truncate) algorithms to round
towards nearest the underflow; see Underflow Rounding Options, on
on underflow page 585 for descriptions of the algorithms.

Reset port

When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable port. The enable
port is connected to the enable signal of the internal shift registers.
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SMC CIC2

Implements a CIC filter by applying cascaded integrator-comb (CIC) filtering
on the input signal.

Library
Synphony Model Compiler Filtering

Description

432 2. 6
A EEE

3 ssync

L

srdyo

bt

srdyi

The CIC2 custom block implements a CIC filter by applying cascaded
integrator-comb filtering on the input signal. Cascaded integrator-comb
filters are a type of linear phase FIR filter, with a comb section and an
integrator section. You can use this filter in either interpolating (upsample) or
decimating (downsample) mode.

The CIC2 block offers many enhancements over the CIC block, such as
enhanced flow control and mulichannel support. It also supports folding
across differentiators or channels of the differentiator stages in decimation
mode, and supports enabled datapath designs with either a partial clock
frequency change or single clock operation for enabled inputs or outputs.

This block also supports a variable decimation factor and non-recursive
decimation architectures. Currently, the tool only supports power of two
decimation factors for non-recursive decimation.
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CIC2 Flow Control

The following flow control ports are always available for the CIC2 block:

ssync  The ssync (source sync) input can be forced high to reset the integrator
stages to zero.

srdyi The srdyi (source ready) input port can qualify whether the input data in the
current sample period is valid. An invalid input sample is indicated by
srdyi going low. The presence of srdyi allows for interpolation without
changing the clock rate by the corresponding amount.

srdyo  The srdyo (source ready) output port can qualify whether the current output
sample is valid. An invalid output sample is indicated by srdyo going low.
The presence of srdyo allows for decimation without changing the clock
rate by the corresponding amount.

For a multichannel operation, flow control ports are scalar and the same flow
control signal applies to all channels.

Icon Annotations

Top The green annotations specify the following information:
* Decimation factor
* Clock ratio
¢ Number of channels,
e Number of stages
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SMC CIC2

CIC2 Parameters

= "
W Function Block Parameters: CI ||

Synphony Model compiler CIC2 (mask)

Implements a CIC filter by applying cascaded integrator-comb (CIC)
filtering on the input signal.

CIC2 offers several enhancements over the CIC block including
enhanced flow control, multi-channel support, folding across
differentiators and across channels in decimation mode, and support
for enabled datapath designs with either partial clock frequency change
or single clock operation with enabled inputs and outputs.

Main Hardware

E

Filter type | Decimator -
Decimation factor

32

Differential delay

1

Number of stages

6

Input word length
16
Number of channels

2

Clock Ratio { Input/Output Clock frequency)
1

[ 0K ][ Cancel ” Help Apply

Main Tab

This tab sets parameters for filter type, decimation factor, differential delay,
number of stages, input word length, number of channels, and clock ratio.
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Filter Type
Determines the type of filter.

Decimator Uses downsampling mode and implements a CIC filter that
decimates the input signal. Decimators can be implemented
with a full sample rate change. They can also be implemented
with either a partial sample rate change or a single rate mode
by specifying the appropriate Clock Ratio.

Interpolator Uses upsampling mode and implements a CIC filter that
interpolates the input signal. Interpolators can be implemented
with a full sample rate change. They can also be implemented
with either a partial sample rate change or a single rate mode
by specifying the appropriate Clock Ratio.

Variable Rate Implements a CIC filter where you can use the the ratei input

Decimator port to program the decimation factor. With this option, the tool
sets Clock Ratio internally to 1, and you cannot specify the
Folding and Pipelined implementation options on the Hardware tab.
This option uses a variable shift operation at the output, which
may cause the maximum speed that can be achieved to be
significantly lower.

Non-recursive Implements a power of two CIC decimator by using only

Decimator feed-forward addition operations, thus avoiding large
wordlength growth in the feedback integrator sections. You can
program the log2(decimation factor) through a ratei input port. The
decimation rates are all integer powers of two. With this option,
the tool sets Clock Ratio internally to 1 and disables the Folding
and Pipelined implementation options on the Hardware tab.

Decimation/Interpolation Factor
Determines the interpolation or decimation rate for the filter, depending
on the implementation you selected for Filter Type.
Filter Type  Option Description

Decimator / Sets the decimation rate or interpolation rate for the filter
Interpolator

Variable Rate  Sets the maximum decimation rate for the filter.
Decimator

Non-recursive  Sets the decimation rate to log2(Maximum Decimation Factor).
decimator
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Differential Delay (M)

Specifies the differential delay of the comb portion of the filter. Inter-
nally, the CIC filter uses differentiators, and the value of this parameter
is passed to all differentiators in the CIC filter. This option is not avail-
able if you selected a non-recursive decimator in Filter Type.

Number of Stages

Specifies the number of filter stages. The CIC filter uses differentiators
and integrators internally, and this number equals the number of differ-
entiator/integrator pairs in the CIC filter.

Input Word Length
Specifies the word length of the input samples.

Number of Channels

Specifies the number of channels implemented for the CIC filter. The
input x must be a vector, for which its size is equal to the number of
channels. The output sample y is scalar if decimators are selected for the
fold across channel option. Otherwise, the size of the vector is same as
the input.

Clock Ratio (Input/Output Clock Frequency)

Specifies the ratio of the input to output clock frequencies for the
decimator and output to input clock frequencies for the interpolator.
This value must be an integer factor of the interpolation/decimation
factor. If the decimation factor is 16, then the values for the clock ratio
canbe 1, 2, 4, 8, 16.
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Hardware Tab

This tab sets parameters for pipelined implementation, folding, and serial
input.

- W/ Function Block Parameters: CIC2

Synphony Model compiler CIC2 (mask)

Implements a CIC filter by applying cascaded integrator-comb (CIC)
filtering on the input signal.

CIC2 offers several enhancements over the CIC block including
enhanced flow control, multi-channel support, folding across
differentiators and across channels in decimation mode, and support
for enabled datapath designs with either partial clock frequency
change or single clock operation with enabled inputs and outputs.

Hardware

Pipelined Implementation

Folding |Across Channels

Serial Input
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Pipelined Implementation

Valid only in decimation mode. Specifies whether the tool inserts
pipeline stages after every differentiator/integrator. This option is not
available if you selected a variable rate decimator or non-recursive
decimator in Filter Type.

Folding

Valid for decimators only, but it is not available for variable rate
decimator or non-recursive decimator implementations. You can specify
these folding options:

— None

— Fold across differentiators
This option is available only when the clock ratio is greater than
ceil(number of stages/2). In this case, a folding factor of the clock ratio is
applied that folds the differentiators into a single MAC (multiply
accumulate).

— Across channels
This option folds across channels for the differentiator bank.

Serial Input

This option is only available when you specify folding across channels
and clock rate=1. The input x must be a scalar input of the commutated
channels that results in a single clock implementation.

Non-recursive Decimator architecture
Specifies how decimation by two stages in a non-recursive architecture
is to be implemented.
MCM Each stage is implemented as a transpose MCM filter.

Cascaded  Each stage is implemented as a cascaded chain of (1+z-1) z-1
Adder stages.

The MCM options is more resource-efficient for designs with a large value
for Number of stages, while Cascaded Adder yields more resource-efficient
hardware when Number of Stages is small.
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SMC Commutator

Sequentially switches the data from multiple input ports to a single output
port, increasing the data rate of each output port accordingly (time division
multiplexing). The Commutator block provides optional flow control, multi-
channel, and single-clock multi-rate support.

Library
Synphony Model Compiler Signal Operations

Description

2=
Wl —

w2 7

The Synphony Model Compiler Commutator block sequentially switches the data
from multiple input ports to a single output port. In order to sequentially
multiplex input data without missing a sample, the output data rate is
increased by a factor of the number of input ports. This block is a custom
block (see Primitives and Custom Blocks, on page 800 for a definition).

Icon Annotation

The icon for this block displays the following information:

Top Annotation Shows the number of input ports to be multiplexed to a single
output port.

Latency Annotation Zero latency.
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Commutator Parameters

r ™y
E Function Block Parameters: Commutator k M

Synphony Model Compiler Commutator (mask) (link)

The Synphony Model Compiler Commutator block sequentially
switches the data from multiple inputs to a single output, increasing
the data rate of the output accordingly. It is a time division multiplexer.

This block provides optional flow control, multi-channel, and single-
clock multi-rate.

Parameters Input format

Mumber of channels

1

Mumber of phases

2

Output format | Full Precision -

[7] srdyi/srdyo ports
[7] single clock

oK H Cancel ” Help Apply

Number of channels
Specifies the number of channels processed. The format of the input
data depends on the Input format parameters described in the sections:
Scalar Input Format, on page 79, Vector Input Format, on page 80, and
Matrix Input Format, on page 82.

Number of phases

Specifies the number of inputs or phases (per channel) from which data
is multiplexed to the output. The format of the input data depends on
the Input format parameters described in the sections: Scalar Input
Format, on page 79, Vector Input Format, on page 80, and Matrix Input

Format, on page 82.
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Output format, Output word length, Output fraction length, and Output data type

For descriptions of these parameters, see the following:

Output format Output Format, on page 583

Output word length Output Word Length, on page 584
Output fraction length Output Fraction Length, on page 584
Output data type Output Data Type, on page 584

srdyi/srdyo ports

When enabled, the block provides forward flow control. srdyi (Source
Ready Input) indicates that the current input data is valid. srdyo (Source
Ready Output) is used to chain the Commutator block to other flow control
blocks. When Single clock is enabled, these ports are required.

Single clock

When enabled, the block does not introduce a new sample time on the
output. It creates a single-clock multi-rate implementation instead.

For Single clock mode, the inputs are provided in the fast domain and the
srdyi/srdyo ports are required. srdyi cannot be active more than 1 of N
samples, where N is the number of inputs (per channel). If this require-
ment is not met, the behavior is undefined. srdyo is pulse stretched by N
samples; this indicates the output is valid.

Scalar Input Format

The way the Commutator block accepts input data depends on how many
channels are required and the state of the Vector input and Matrix input
parameters. See Vector Input Format, on page 80 and Matrix Input
Format, on page 82. Scalar input is only available when the Vector input
option is disabled.

Each input is a separate port to the block. x1...xN are the inputs to the
first channel, x1+N...x2N are the inputs to the second channel, and
x1+(C-1)*N...xC*N are the inputs to the last channel.
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Example of a 3-phase, 2-channel scalar input:

Port Input Channel
x1 1 1
x2 2 1
x3 3 1
x4 1 2
x5 2 2
x6 3 2

Vector Input Format

| E Function Block Parameters: Cmm u .

Synphony Model Compiler Commutator (mask) (link)

The Synphony Model Compiler Commutator block sequentially
switches the data from multiple inputs to a single output, increasing
the data rate of the output accordingly. It is a time division multiplexer.

This block provides optional flow control, multi-channel, and single-
clock multi-rate.

Vector input

Vector order [Phase First -

[T Matrix input

| ok |[ concel |[ mHep |[ apply
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Vector input

When enabled, the block accepts a single vector input for all data. The
Vector order parameter determines the format of the input data.

Vector order

Vector input must be enabled and Matrix input disabled for this option to be
available. A single port and the data is provided as a vector of length

N*C, where N is the number of phases and C is the number of channels.
The Vector order parameter determines the order of elements in the vector.

Vector order Description

Phase First 1st phase el...eC
2nd phase e1+C...eC+C
Nth phase e1+(N-1)*C...eN*C

Channel First 1st channel el...eN
2nd channel el+N...e2N
Cth channel e1+(C-1)*N...eC*N

Example of a 2-phase, 3-channel, phase first vector input:

Element Phase Channel
1 1 1
2 1 2
3 1 2
4 2 1
5 2 2
6 2 3

Example of a 2-phase, 3-channel, channel first vector input:

Element Phase Channel
1 1 1
2 2 1
3 1 2
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Element Phase Channel
4 2 2
S 1 3
6 2 3

Matrix Input Format

F ™
E Function Block Parameters: Comml.rlator_‘ M

Synphony Model Compiler Commutator (mask) (link)

The Synphony Model Compiler Commutator block sequentially
switches the data from multiple inputs to a single output, increasing
the data rate of the output accordingly. It is a time division multiplexer.

This block provides optional flow control, multi-channel, and single-
clock multi-rate.

Vector input
Matrix input
Matrix order ’Phasesxchannels -
[ OK ] l Cancel l [ Help ] l Apply l

Matrix input

When enabled, the block accepts a single matrix input for all data. The
Matrix order parameter determines the format of the input data. Vector input
must be enabled for this option to be available.
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Matrix order

Matrix input must be enabled for this option to be available. A single input
port and the data is provided as a matrix. The Matrix order parameter
determines the dimension of the matrix.

Matrix order Description

Phases x Channels NxC matrix, where N is the number of phases and
C is the number of channels

Channels x Phases CxN matrix, where C is the number of channels and
N is the number of phases
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SMC Comparator

Implements a programmable comparator.

Library
Synphony Model Compiler Math Functions

Description

a=hb pe

The Synphony Model Compiler Comparator block implements a comparator by
comparing two signals and returning a single bit.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Latency

This block has no latency.

Comparator Parameters

E: Function Block Parameters: Comparator E =|

Synphony Model Compiler Comparator {mask) (ink)

’71113 Comparator block is a programmable comparator.

Parameters

Operation |a>=b vI
¥ Compare with constant

Compare with
B

oK | cancel | Help apply |
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Operator

Determines the type of comparison to be performed on the two buses:

a==b
al=b
a<b
a<=b
a>b

a>=b This is the default.

Compare with constant

When enabled, it compares a with the constant specified in Compare with,
instead of b. Enabling this option makes the Compare with option avail-
able.

Compare with

Defines the constant to be used for comparison with a. This option
becomes available only when Compare with constant is enabled. The defined
constant is displayed on the block icon without being quantized, but
while performing the specified operation it is first quantized to the input
data type.
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SMC Concat

Concatenates the bits of up to 32 input signals.

Library
Synphony Model Compiler Signal Operations

Description

high
out
low

The Synphony Model Compiler Concat block concatenates the bits of up to 32
input signals. This block converts the inputs to unsigned integers, by
ignoring the binary point and maintaining the bit representation of the word.
The output is an unsigned integer with the word length equal to the sum of
the input word lengths. The software takes the bits of the hi input and makes
them the most significant bits of the output. The bits of the lo input become
the least significant bits of the output

If the block has vector inputs, each vector element is concatenated with the

corresponding one. Vector inputs must be the same size.

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Latency

This block has no latency.
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Concat Parameters

=] Function Block Parameters: Concat

concatenates into & single output.

—Synphony Model Compiler Cancat {mask) {ink)

The Concat block extracts the stored integer of one or more signals, and

—Parameters

MNumber of inputs

|2

Output format ISpecif'y

Qutput word length

|15

Qutput fraction length

E

Output data type Isigned

B

Cancel

Help | Apply |

Number of inputs

Specifies the number of input signals to be concatenated. The maximum
number of input signals you can specify is 32. If you set the number of
inputs to 1, the output is the stored integer bit representation of the
input as an unsigned ufix value.

Output format, Output word length, Output fraction length, and Output data type

The output data format can be fully specified for this block. For descrip-
tions of the following parameters, refer to this table:

Word length
Fraction length

Data type

Synphony Model Compiler User Guide
October 2013

Output Word Length, on page 584
Output Fraction Length, on page 584
Output Data Type, on page 584
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SMC Configurable FFT/IFFT

Implements a fully pipelined Fast Fourier Transform (FFT) or Inverse Fast
Fourier Transform (IFFT).

Library
Synphony Model Compiler Transforms

Description

=
=)

. 204
inv e
Z\C
Configurable FFT/IFFT

The Configurable FFT/IFFT block implements a fully pipelined Fast Fourier
Transform (FFT) or Inverse Fast Fourier Transform (IFFT) based on whether
inv port is low or high respectively. When it is used to perform the block-wise
FFT of a streaming signal, you only require to reset the first block.
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Latency

Latency is a complex function of frame size and output order:

Transform Size Latency (Bit-reversed Output) Latency (Natural Order Output

16 19 36

32 38 71

64 70 135
128 137 266
256 265 522
512 524 1037
1024 1036 2061
2048 2063 4112
4096 4111 8208
8192 8210 16403
16384 16402 32787
32768 32789 65558
65536 65557 131094
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Configurable FFT/IFFT Parameters

E! Function Block Parameters: Configurable
— Synphony Model Compiler Configurable FET/IFFT (mask) (link)

]

The Configurable FFT/IFFT block is a fully pipelined Fast Fourier
Transform

that supports direction changes dynamically (i.e., Forward vs.
Inverse).

— Parameter.

T e R - |

Scaling IScaIe by 1/H j

Twiddle factor fraction length

[14

Data path format IAutomatic

Data path rounding IFIUUr[Truncate]

Output order I Matural

Ll Led Lef L

Output format IFuII Precision
I Reset port

™ Enable port

™ Ready port

™ valid port

OK | Cancel | Help Apply

Transform Size

Sets the size of the FFT/IFFT block. For sizes of integer power 4, the software
uses the Radix-4 algorithm. For other sizes, the software uses a Radix-2 stage,
followed by Radix-4 stages.
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Scaling

Specifies whether the FFT/IFFT is to be scaled. Scaling is applied after the
butterfly stages to prevent bit growth from the beginning. Floor rounding
(truncation) is used for the scaled data. See Underflow Rounding Options, on
page 585 for details.

N is the FFT/IFFT size. The following three options are available for scaling:
— Scale by 1/N divides the DFT summation by N.
— Scale by 1/Sqgrt (N) divides the DFT summation by the square root of N.
— No scaling does not scale the FFT.

Twiddle factor fraction length

Determines the precision of the Configurable FFT/IFFT block by setting the
fraction length for a twiddle factor, in bits. The specified value must be an
integer between 1 and 50. Increasing the value of Twiddle factor fraction length
increases precision. You can also specify the twiddle factor in terms of the
variables syn_inp_wl and syn_inp_fl.

Data path format

Determines data path format. You can set one of these options:

— Automatic sets the data path format to the one that uses the maximum
input and output fractions, and the smallest bit width that
guarantees no overflow.

— Full Precision uses the smallest bit width that guarantees no overflow,
and no truncation after twiddle factor multiplications.

— Specify uses the user-defined data type to determine the cast for
internal calculations. For this block, data path casting is done at the
input, after the twiddle factor multiplications, and at the block
output. Overflow only occurs at the points where data casting is
done. The rest of the calculations are overflow-free, regardless of the
specified data type.

Data path word length

Determines the word length of the data path in bits. It is only available when
you set Data path format to Specify. You can also specify the word length in terms
of the variables syn_inp_wil, syn_inp_fl, syn_coef wl, and syn_coef fl.
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Data path fraction length

Sets the fraction length of the data path in bits. It is only available when you
set Data Path Format to Specify. You can also specify the fraction length in terms
of the variables syn_inp_wl, syn_inp_fl, syn_coef wl, and syn_coef fl.

Data path saturate on overflow

Determines how data path overflow is treated. When enabled, the option
saturates the overflow. When disabled, it wraps the overflow. See Overflow
Saturation Options, on page 585 for details. This option is only available
when you set Data path format to Specify.

Data path rounding

Determines how underflow in the data path is rounded. See Underflow
Rounding Options, on page 585 for details. This option becomes available
when Data path format is set to Automatic or Specify.

Output Order

Sets the output order for the block. This option determines the latency of the
block; see Latency, on page 89 for a table of values.

— Natural is the default. It sets the output order of the FFT results to the
natural order.

— Bit-reversed sets the pipelined FFT results to bit-reversed order.
Output format, Output word length, Output fraction length, and Output Data
type

For descriptions of these parameters, see the following:

Output format Output Format, on page 583

Output word length Output Word Length, on page 584. You can also specify
word length in terms of variables syn_inp_wil, syn_inp_fl,
syn_coef wl, and syn_coef fl. See Special Variables, on
page 588, for details on these variables.

Output fraction length Output Fraction Length, on page 584. You can also specify
fraction length in terms of variables syn_inp_wl, syn_inp_fl,
syn_coef wl, and syn_coef fl. See Special Variables, on
page 588, for details on these variables.

Output data type Output Data Type, on page 584
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Output saturate on overflow, Output rounding type

Determines how output overflow and underflow are treated. These options
are only available when you set Output Format to Specify.

Output saturate on overflow ~ When enabled it saturates the overflow; when
disabled, it wraps the overflow. See Overflow
Saturation Options, on page 585 for details.

Output round on underflow Uses the specified algorithm to round the underflow;
see Underflow Rounding Options, on page 585 for
descriptions of the algorithms.

Reset port

When enabled, it creates a local reset (rst) for the FFT block, clearing the
pipeline. The reset is active high.

When disabled, the block outputs invalid data for the depth of the pipeline.
Enable port

When enabled, it creates an enable (en) port, which provides control over the
Enable status of the block; however, you cannot use folding optimizations, as
it leads to verification mismatches.

When disabled, the software does not create an en port and the FFT operation
is always enabled.

Ready port

When enabled, this option outputs a ready pulse (rdy), and valid FFT data
streams to the clock after the validity is asserted. A typical use of this pin is to
feed the ready pin of a forward FFT to the reset pin of an inverse FFT. When
disabled, the tool does not create a ready pin.

Valid port

When enabled, this option creates an active high signal (vld) that frames the
valid output data. A typical use of this pin is to feed the valid pin of a forward
FFT to the enable pin of an inverse FFT. When disabled, the tool does not
create a valid pin.
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SMC Constant

Sets a constant value of a specified data type as the output.

Library
Synphony Model Compiler Sources

Description

oo

The Synphony Model Compiler Constant block sets the output of the block to a
constant value of a specified data type.

| Y[n] = <constant>

The value is cast to the specifications of the data format, and also displayed
in the icon of the instance. The sample period of the constant is usually
inherited through back inheritance from the rest of the design, but you can
use the parameters to force the sample period.

Ilcon Annotation

The icon for this block displays the following information:

Top Annotation Displays the constant value. If you enter an expression or a
variable, you can use this annotation to identify the
constant.

Latency Annotation  There is no latency, and the block drives the same value
independent of the global reset or enable.
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Constant Parameters

%] Source Block Parameters: Constant , : x|
—Synphony Model Compiler Constant (mask) (link)

The Constant block drives a constant value of a specified data type.

—Parameters

Constant value

jo

Constant fraction length

jo

Constant data type Iunsigned ;I

[ Constant round towards nearest on underflow (truncate if not selected)

Sample time (Use -1 to inherit)

f-1

0K I Cancel Help

Constant value

Sets the value to be driven (the output value of the block). For vectorized
output, specify a row or column vector. For matrix output, specify a
matrix value. Each value corresponds to a different channel.

Constant fraction length and Constant data type
The output data format must be fully specified for this block. See the
following for details:
Constant fraction length Output Fraction Length, on page 584

Constant data type Output Data Type, on page 584

Constant round towards nearest on underflow

Determines how the underflow for the constant is treated. Enable the
option to round the underflow using the Nearest algorithm, and disable it
to round the overflow with the Floor (truncate) algorithms. See Underflow
Rounding Options, on page 585 for details.
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Sample Time

Sets the sample time. Use -1 to inherit.

Constant Block Examples

The following examples show the Constant block and the value of the green
annotation at the top of this block.

Example 1
The first example shows the importance of truncating versus rounding.
The note shows a value outside the range of the given data format.
Rounding will set the LSB anyway:

_{]— sfixis End
truncated — "*@ sfix15 EHSPI -0.003006]
-..........h. -
27 Display
o Add )
B030063 sfix16 Eng
roundad
Example 2

The second example shows the convenience of the note when you use
variables or built-in constants. Further, in this test case, the sample
period can only be derived if specified in at least one of the constant
blocks.

§opqz SIS Eng

Sfd2 Endd . |

»
® - > 6 st33_Enza N 75570 004

Constani

Blult

Add Display
EJ sfix18 En T
L
Srani sfxlf _En16
Canstant __Z
CORMC Phaze

1 sfj1S_EnB 15703 sfie16_End

Constant2 Conzfantd

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
96 October 2013



SMC Constant

SMC Blocks: Abs to Host Interface

Example 3

This third example illustrates how the notes can reveal a quantization
issue, when the note is different from the quantized value.

slix1e Eni

discrepancy

075

sfixié En2

—
_h_

correct

Diagnostics

0.25

@ sfixis Enzh_

Add

Display

Warning: value can not be represented with selected data type.
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SMC Convert

Changes the word size and data type of the input. You can apply a constant
shift before the new word size and data type are cast.

Library
Synphony Model Compiler Signal Operations

Description

-~

Floor

The Synphony Model Compiler Convert block changes the word size and data type
of the input. Most Synphony Model Compiler blocks have an option to provide
a built-in cast on the output. This block explicitly casts a signal, with an
optional shift. You can apply the constant shift before the word size and data
type change.

The quantization of a signal is determined by the quantization propagated
from input signals. Each block in the Synphony Model Compiler blockset
calculates the quantization of the outputs based on block-specific rules and
the quantization on the inputs. You can also manage the quantization of a
signal directly with a block cast operation inside the block, or by putting the
Convert block (Synphony Model Compiler Signal Operations library) at the output
of the block.
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Binary Point Examples

The position of the binary point determines how fixed-point numbers are
interpreted. The binary point is the means by which fixed-point numbers are
scaled. The following table shows how the binary point position affects the
five-bit binary number 10110, using signed and unsigned arithmetic:

Signed (two's complement) arithmetic  Unsigned arithmetic

10110. -24+22+2=-10 24+ 22+2=22
10.110 -2+ 2-1+2-2=-1.25 2+21+22=275
1.0110 -20+ 22+ 2-3=-0.625 20+ 2-2+2-3=1.375

The following table contains an example of input values and results:

A Convert block with these input parameters... Gives you these results...
A sfix5_0 signed input 10110 to the Convert block Input 10110. (-10)

(word length = 5, fraction length = 0)

A left shift over 3 bits Shift 10.110

A cast towards a sfix4_2 signed output (word length is Output 10.110
4, fraction length is 2)

Constant Propagation

The tool propagates constants for this block. See Constant Propagation, on
page 731 for a description.

Icon Annotations

Note (green) Specifies the number and direction of shift bits, if any.

Rounding (red) Specifies the algorithm used for rounding.

Latency

This block has no latency.
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SMC Convert

Convert Parameters

=] Function Block Parameters: Convert |
— Synphony Model Compiler Convert (mask) (ink)

The Convert blodk changes the word size and data type of the input.

A constant shift can be applied before the new word size and data type is casted.
—Parameters

Pre-shift Inone :I

Qutput format ISpecif'y :I

Output word length

|16

Output fraction length

E

Qutput data type Isigned :I

[~ Output saturate on overflow (wrap if not selected)

Output round on underflow IF|DDI’ (Truncate) j

W Inherit port

¥ Inherit sample time

Sample time factor

|1

0K I Cancel Help Apply

Pre-shift

The direction of the optional shift. The value can be one of the following:

— none. This is the default. It keeps the value of the input data intact.

— << does a left shift. Setting this value makes the Number of shift bits

parameter available.

— >>does a right shift. Setting this value makes the Number of shift bits

parameter available.
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Number of shift bits

This parameter indicates the number of bits the input has to be shifted
and only becomes available when you set Pre-shift to << or >>. For a right
shift, the value of the most significant bit (MSB) is shifted in by the
number of bits specified. For a left shift, zero is shifted in on the least
significant bit (LSB) side.

You can also specify the number of shift bits in terms of one of these
variables: syn_inp_wil, syn_inp_fl, or syn_inp_dt. If Inherit port is enabled, you
can also use the syn_inh_wl, syn_inh_fl, or syn_inh_dt variables. See Special
Variables, on page 588 for information about them.

Output format, Output word length, and Output fraction length

For descriptions of these parameters, see the following:

Output format Output Format, on page 583

Outputword  Output Word Length, on page 584.

length You can also specify it in terms of the syn_inp_wil, syn_inp_fl, and
syn_inp_dt variables. If Inherit port is enabled, you can also use
the syn_inh_wil, syn_inh_fl, and syn_inh_dt variables. The
variables are described in Special Variables, on page 588.

Output Output Fraction Length, on page 584.
fraction You can also specify it in terms of the variables syn_inp_wl,
length syn_inp_fl, and syn_inp_dt. If Inherit port is enabled, you can

also use the syn_inh_wl, syn_inh_fl, and syn_inh_dt variables.
The variables are described in Special Variables, on
page 588.

Output Data Type

Determines the data type for the output.

Signed See Output Data Type, on page 584 for details.
Unsigned See Output Data Type, on page 584 for details.

Preserve Preserves the input data type. If the input is signed, the output is
also signed. If the input is unsigned, the output is also unsigned.

Inherit Inherits the input data type from the inherit port. This option is
only available when you enable Inherit port. See Inherit port, on
page 102 for information about this port.
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Output saturate on overflow, Output round on underflow

Determine how output overflow and underflow are treated. These
options are available when you set Output Format to Automatic or Specify.

Output saturate  Saturates the overflow when the option is enabled and wraps
on overflow the overflow when it is disabled. See Overflow Saturation
Options, on page 585 for details.

OQutputroundon See Underflow Rounding Options, on page 585 for details
underflow about the rounding options available.

The symbol on the block icon reflects the saturation and rounding
choices you make. For example:

Saturation on, Saturation off,
Floor rounding Convergent rounding
4] <1
Floar Conwergent
Inherit port

Determines whether the tool creates an inherit port. The tool creates an
inherit port when you enable the option. If you enable the option, the
tool applies automatic scalar expansion to the inherit and data ports. If
one input is scalar and the other is vector, the scalar input is expanded
to the size of the vector input.

This port does not convey data, but is used to specify the data type.
Enabling this option allows you to do the following:

— Use the variables syn_inh_wl, syn_inh_fl, and syn_inh_dt to specify Output
word length, Output fraction length, and Number of shift bits. See Special
Variables, on page 588 for information about these variables.

— Use the inherit option to specify the Output data type. See Output Data
Type, on page 101 for a description of the option.
Inherit sample time

Determines whether the output inherits the sample time from the
inherit port. Enabling this option means that the output port inherits
the sample time from the inherit port, and disabling it means the output
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port inherits sample time from the input. This option becomes available
when you enable Inherit port.

Sample time factor

Specifies a time factor for the sample time that the output port inherits
from the inherit port. This option is only available when you select Inherit
sample time.
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SMC Convolutional Deinterleaver

Reshuffles streaming input symbols according a to a predefined mapping
scheme.

Library

Synphony Model Compiler Communications

Description

11

dp

—_—

—
z

This block reshuffles a fixed number of input symbols according to the
mapping you define. This is a custom block; for information about custom
blocks, see Primitives and Custom Blocks, on page 800.

The following figure shows the internal modeling of this block:

1=3 = a3—=1
w1 = q5 ' Shl
—_ z"md et
SRLI
3
. P 2 pd sy ———— 1 )
d = di
SRLE
¥3 3
z—l
Decommutator Commutatar
Icon Annotations
Note Specifies that the block is a deinterleaver.
Latency Depends on the number of inputs.
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Convolutional Deinterleaver Parameters

—Synphony Model Compiler Convolutional Deinterleaver {(mask) {ink)

Convolutional Deinterleaver is the opposite of Convolutional Interleaver, It
reversely delays and orders streaming input symbols according to a defined
mapping scheme in order to obtain the original sequence.

—Parameters

Delay vector

|[0:1:21%3

Reset vector

jo
[~ Reset port
[ Enable port

oK I Cancel Help Apply

Delay vector

Specifies the mapping scheme for the input symbols. It operates on
streaming symbols and uses the order specified here, starting at the
vector specified in Reset Vector.

Reset vector

Specifies the vector to be used for initialization.

Reset port

When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable port. The enable
port is connected to the enable signal of the internal shift registers.
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SMC Convolutional Encoder

Performs feed-forward convolutional encoding using k/n convolutional codes,
with optional reset and enable ports.

Library

Synphony Model Compiler Communications

Description

The Synphony Model Compiler Convolutional Encoder is a custom block (see Primi-
tives and Custom Blocks, on page 800 for a definition) that encodes the input
data stream with k/n convolutional codes, where k is the number of input bits
and n is the number of output bits. It includes optional reset and enable
ports.
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The following shows how this custom block is implemented:

[0:0]

& "

Eeetractt

q0

¥

qt

it

Shift Registerl

¥

o

Icon Annotation

The icon for this block displays the following information:

Note Is Code Rate - Constraint Lengths (e.g. 1/2 code rate with K=3

constraint length)

Latency This block has no latency.
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Convolutional Encoder Parameters

=] Function Block Parameters: Convolutional E : x|

—Synphony Model Compiler Convolutional Encoder (mask) (link)

The convolutional encoder block performs feed-forward convolutional encoding by
using kfn convolutional codes.

—Parameters

Constraint length array {1xk)
|3
Generator polynomial matrix (octal) (ken)
|6 71

™ Reset port

[~ Enable port

0K I Cancel | Help Apply

Constraint length array

Determines the 1xk vector which holds the constraint length values for
each input.

Generator polynomial matrix

Sets the kxn matrix that specifies the input contributions for each
output. The values of the generator polynomial should be specified in
the octal number system.

Reset port

When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable pin. The enable
port is connected to the enable signal of the internal shift registers.
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SMC Convolutional Interleaver

Shuffles streaming input symbols to a new permutation, using a predefined
mapping scheme.

Library

Synphony Model Compiler Communications

Description

{a _:n;dp

£

This block shulffles streaming input symbols according to the mapping you
define. This is a custom block; for information about custom blocks, see
Primitives and Custom Blocks, on page 800.

The following figure shows the internals of this block:

1—=3 =1
vl o] 1
3
1} P 2 ped g2 oy ————— e 1 )
d P di
SRLZ
G
w3 pd g 3
-1 Z-."dd
= SRL3
Decommutator Commutator
Icon Annotations
Note Specifies that the block is an interleaver.
Latency Varies with the number of input symbols.
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Convolutional Interleaver Parameters

=] Function Block Parameters: Convolutional Interleavs Xl

—Synphony Model Compiler Convolutional Interleaver (mask) (ink)

Convolutional Interleaver delays and interlaces streaming input symbols according
to a defined mapping scheme.

—Parameters

Delay vector
| [0:1:2]=3

Reset vector

o
[~ Resetport
[™ Enable port

oK I Cancel Help Apply

Delay vector

Specifies the order for shuffling the input symbols. It operates on
streaming symbols and uses the order specified here, starting at the
vector specified in Reset Vector.

Reset vector

Specifies the vector to be used for initialization.

Reset port

When enabled, the block is implemented with a reset port. The reset port
is connected to the reset signal of the internal shift registers.

Enable port

When enabled, the block is implemented with an enable port. The
enable port is connected to the enable signal of the internal shift regis-
ters.
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SMC CORDIC Exp

Calculates the natural exponent of the input using a CORDIC algorithm.

Library
Synphony Model Compiler CORDIC

Description
mant( &%)

Hx
2 exalelip

i

The Synphony Model Compiler CORDIC Exp block uses a CORDIC algorithm to
calculate the natural exponent of the input. See CORDIC Algorithms, on
page 701 for a description of the algorithms.

The result from this block is output in the form of a mantissa and an
exponent, where x=mant*2éXP. The mantissa is a fraction, with the most signifi-
cant bit of the mantissa to the left of the binary point. The exponent is an
integer. The number of iterations is equal to the word length of the mantissa.

Icon Annotations

The icon for this block displays the following information:

Latency Annotation Latency is based on accuracy. It is equal to the number
of mantissa bits + 2.
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CORDIC Exp Parameters

=] Function Block Parameters: CORDIC Exp i x|

—Synphony Model Compiler Exp (mask)

The CORDIC Exp block calculates the natural exponent of the input.

—Parameters

Mantissa word length

|10

Exponent word length

|s

oK I Cancel Help Apply

Mantissa word length

Number of bits requested for the mantissa fraction.

Exponent word length

Number of bits requested for the exponent integer.

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
112 October 2013



SMC CORDIC Log SMC Blocks: Abs to Host Interface

SMC CORDIC Log

Calculates the natural logarithm of the input using a CORDIC algorithm.

Library
Synphony Model Compiler CORDIC

Description

o logix) o

20

The Synphony Model Compiler CORDIC Log block calculates the natural logarithm
of the input, using a CORDIC algorithm. See CORDIC Algorithms, on

page 701 for a description of CORDIC algorithms. The number of iterations is
equal to output word length.

Icon Annotations

The icon for this block displays the following information:

Latency Annotation  The latency of the block is based on the number of
iterations. It is equal to the output word length + 4.
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CORDIC Log Parameters

L= Function Block Parameters: CORDIC Log 1 x|
—Synphony Model Compiler CORDIC Log (mask)

The CORDIC Log blodk caloulates the natural logarithm of the input.

—Parameters

QOutput word length

|16

QOutput fraction length

Is

oK I Cancel Help Apply

For descriptions of the parameters, see the following:

Output word length Output Word Length, on page 584

Output fraction length Output Fraction Length, on page 584
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SMC CORDIC Polar

Performs rectangular-to-polar conversion. It calculates\/(xz+y2) and atan(y/x)
where x and y are inputs.

Library
Synphony Model Compiler CORDIC

Description
Nx \xz+y2 -3
3 yz_.z atan{yix) b

The Synphony Model Compiler CORDIC Polar block uses the CORDIC algorithm to
perform rectangular-to-polar conversions. See CORDIC Algorithms, on

page 701 for a description of the algorithms. The CORDIC algorithm is used
for computation, and the implementation is fully pipelined.

When y=0, the value of CORDIC phase goes back and forth between -0.5 and
0.5 for the values of x<0. This is because of numerical instability in the
CORDIC algorithm, as 0.5 and -0.5 correspond to the same angle (-pi, pi). If this
causes a problem in the application, use a mux as a workaround. This
enables the output to be 0.5 or -0.5 when x<0 and y=0.

Icon Annotations

The icon for this block displays the following information:

Latency Annotation  The latency of the block is based on the number of
iterations. It is equal to the number of iterations + 2.
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SMC CORDIC Polar

CORDIC Polar Parameters

=] Function Block Parameters: CORDIC Polar

—Synphony Model Compiler CORDIC Polar (mask) (ink)

The CORDIC Polar blodk performs Rectangular to Polar
conversion, It calculates sgrifx~2+y2) and atan(yfx) where
x and y are the inputs,

—Parameters

Operation |Magnitude&Phase

Mumber of iterations

|18

Phase output word length

|18

oK I Cancel Help

Apply

Operation

Determines the kind of rectangular-to-polar operation to be performed.

— Magnitude & Phase calculatesV (x2+y2) and atan(y/x) where x and y are

inputs.

— Magnitude calculates N (x2+y2) where x and y are the inputs.

— Phase calculates atan(y/x) where x and y are scalar inputs.

Number of iterations

This field defines the number of cascaded rotator stages, and affects

precision. It is recommended that you set the number of iterations to be
equal or close to the input word length. The number of iterations affects
the latency of the block, as described in Icon Annotations, on page 115.

Output word length

Determines the total word length for the fixed point data type.
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SMC CORDIC Rotator

Implements a fully pipelined CORDIC rotator.

Library
Synphony Model Compiler CORDIC

Description
® e -2

y oz oy

z 18 -

The Synphony Model Compiler CORDIC Rotator block implements a fully pipelined
CORDIC engine using the CORDIC algorithm in either rotation or vectoring
mode. Use this building block to elegantly compute a variety of functions.
This block is intended for advanced users, and requires familiarity with
CORDIC architecture. See CORDIC Algorithms, on page 701 for a description
of CORDIC algorithms.

CORDIC algorithms are designed to rotate vectors in a plane, through a set of
shift-add operations. CORDIC functions can be hardware-efficient because
they do not need a multiplier, but they require latency to execute the CORDIC
iterations.

Circular, Linear, and Hyperbolic Coordinate Systems

The Synphony Model Compiler tool supports circular, linear and hyperbolic
coordinate systems. For additional background information about the
algorithms, see CORDIC Algorithms, on page 701.

The Synphony blocks do not apply any techniques to modify the range of the
inputs, like quadrant folding or pre-shift, because these techniques are
specific to the application or function to be implemented with the block. You
must use the block with external manipulation to ensure the desired conver-
gence range.
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SMC CORDIC Rotator

Convergence Range

Circular

X |y/x|>5.74 for x<0

z  [-1.7433,1.7433]/2R=[-.2775,.22775]

Linear Hyperbolic
ly/x[<1 ly/x|<.81
-1,1] [-1.1182,1.1182]

Circular and hyperbolic systems are executed with pseudo-rotations, and the
block does not apply gain compensation in any of the stages. This means that

the block exposes the typical CORDIC gain associated with CORDIC

equations, and you must externally compensate for the gain, if this is
required. Linear systems do not have a gain associated with the equations, so

there is no need for compensation.

Gain
Number of iterations Circular
1 1.4142
1.5811
1.6298
1.6425
1.6457
1.6465
1.6467
1.6467

| N o A WN

Linear Hyperbolic
1 .8660
1 .8358
1 .8319
1 .8303
1 .8287
1 .8283
1 .8282
1 .8282

To ensure convergence, hyperbolic systems require some of the iterations in
the CORDIC algorithm to be repeated. TheSynphony Model Compiler Rotator block

does this automatically.

X'[n] = iterate(Xj- m . Y; . d; . 2"-i)
Y’'[n] = iterate(Y; + X; _d; . 2/-i)
Z'[n] = iterate(Z;- d; . &)
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Xo=X[n]
Yo=YIn]
Z4=ZIn]

Icon Annotations

The icon for this block displays the following information:

Note Reflects the selected coordinate system:

 CIR
Circular. This is the default. The rotation unit is tan-12-.

« LIN
Linear. The rotation unit is 2--

* HYP _
Hyperbolic. The rotation unit is atan-12-.

Image Reflects the selected mode:
« Z->0
Rotation mode (iterating to make z’ 0)
° y’_>0
Vectoring mode (iterating to make y’ 0)

Latency Latency is equal to the number of iterations selected.

CORDIC Rotator Parameters

E! Function Block Parameters: CORDIC Rotator x|
— Synphony Model Compiler CORDIC Rotator (mask) ink)

The CORDIC Rotator blodk is a fully pipelined CORDIC Rotator,

—Parameters
m |1 j
Mode IRDtah'Dn j

Mumber of iterations

|15

0K I Cancel Help Apply
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Determines the coordinate system used by the block. For further details
about coordinate systems, see Circular, Linear, and Hyperbolic Coordi-
nate Systems, on page 117.

— 1 specifies a circular (trigonometric) coordinate system. The z input
represents a circular coordinate (angle) expressed in normalized
radians. The fraction [-1,1] corresponds to [-T,T[; however the rotator
only converges for inputs in the range of [-.2775,.2775], which
corresponds to [-1.743,1.743] radians or [-99.9,99.9] degrees. The vector
rotation over a circle will have a CORDIC gain.

(T —

Y s e s g

|
|
|
|
X X
— O specifies a linear coordinate system. The z input represents a linear
coordinate (angle) expressed as a normalized radius. The fraction

[-1,1] corresponds to [y-x:y+x] and \y/x\<1 is required for the rotator to
converge. The vector rotates on a line through the first coordinate.

XX

— -1 specifies a hyperbolic coordinate system. The z input presents a
hyperbolic coordinate that must be in the range [-1,1] for the rotator to
converge. The vector rotates on a hyperbole, and will have a CORDIC
gain.
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Mode
Determines the rotation mode.

— Rotation applies a rotation Z (Z’=0) on the given vector coordinates (X,Y),
and calculates the resulting vector coordinates (X,Y’).

— Vectoring rotates the vector (X,Y) to the X-axis (Y’=0), and calculates the
required angle (Z) to do this.

Number of iterations

Specifies the number of CORDIC rotations to be executed.

Data Format
The data formats for rotation and vectoring modes are as follows:

* The data format for X’ and y’ has a fraction length of max(FL(x),FL(y)). The
integer portion is also the maximum of both respective inputs. The data
type is always signed.

* The data format for Z has the same WL and FL as z, but the data type is
always signed.

Examples

The following examples illustrate the convergence check for vectoring mode in
the three coordinate systems.
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Circular For x=-1 and 0<=y<=10 Convergence is (y'=0) for |y/x|>5.74.
Linear For x=1 and -5<=y<=5 Convergence is (y'=0) for |y/x|<1.
Hyperbolic For x=1 and -5<=y<=5 Convergence is (y'=0) for |y/x|<.81.
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SMC CORDIC SinCos

Implements a sine and/or cosine generator circuit using a fully parallel
CORDIC algorithm in rotation mode.

Library
Synphony Model Compiler CORDIC

Description
=in(2=f) pe
Af
718 cos(2 i) pe

The Synphony Model Compiler CORDIC SinCos block implements a sine and/or
cosine generator circuit using a fully parallel CORDIC algorithm in rotation
mode. (See CORDIC Algorithms, on page 701 for a description of the
algorithms.) It calculates sin(27f) and/or cos(27tf) where f is an input. The
implementation is fully pipelined. The output is signed, with the fraction
length being two less than the total word length requested. This allows
coverage of the full output range of possible values ([-1 1]).

lcon Annotations

The icon for this block displays the following information:

Latency Annotation = The latency of the block is equal to the number of CORDIC
rotations + 2.
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CORDIC SinCos Parameters

=] Function Block Parameters: CORDIC SinCos X|
— Synphony Model Compiler CORDIC SinCos (mask) (ink)

The CORDIC SinCos blodk calculates sin(2*pi*f) and or cos(2*pi*f) where fis the
input.

—Parameters

Operation |sin&cos j

Mumber of iterations

|15

Qutput word length

|15

0K I Cancel Help Apply

Function
You can select one of the following:
— sin&cos
— sin
— cos
Number of iterations

Defines the number of cascaded rotator stages, and affects precision. It
is recommended that you set the number of iterations equal or close to
output word length.

Output word length

The output is signed, with fraction bits being two less than the total
word length.
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SMC CORDIC Sqrt

Calculates the square root of the input using the CORDIC algorithm.

Library
Synphony Model Compiler CORDIC

Description

b A b

o

The Synphony Model Compiler CORDIC Sqrt block calculates the square root of the
input using a fully pipelined CORDIC algorithm for the implementation. See
CORDIC Algorithms, on page 701 for a description of the algorithms.

The output word length is half of the input word length, and the number of
output fraction bits is half of the number of input fraction bits. For odd input
word length and input fraction bit values, the output word length and
number of fraction bits are rounded upwards. For example, if the input word
length is 9 and the number of input fraction bits is 3, then the output word
length is 5 and the number of output fraction bits is 2. The number of
cascaded rotators is the same as the output word length. The output words
length affects the latency of the block.

lcon Annotations

The icon for this block displays the following information:

Latency The latency of the block is equal to the output word length
Annotation  (OWL) + 4.
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SMC CORDIC2

Implements a circular CORDIC (Coordinate Digital Rotation Computer).

Library
Synphony Model Compiler CORDIC

Description

The Synphony Model Compiler CORDIC2 is a custom block that creates a circular
CORDIC implementation. See CORDIC Algorithms, on page 701 for a descrip-
tion of the CORDIC algorithms. CORDIC algorithms are designed to rotate
vectors with a set of shift-add operations in a plane. Because CORDIC
functions do not need a multiplier, they can be hardware-efficient, but there
is extra latency to execute the CORDIC iterations.

The SMC CORDIC2 output is scaled by the gain inherent with any CORDIC
operation. You must scale the x and y (or mag) outputs by approximately
0.602 to compensate for the CORDIC gain. The phase (z) inputs and outputs
in CORDIC2 are all modulo 2pi and scaled by 2pi, where 2pi*angle represents
the actual value of the angle in radians.

The word length of the input coordinates (x, y) and z must be promoted by 1.
To correctly promote the word length, use a Convert block by specifying
syn_inp_wl+1 and syn_inp_fl for the word length. The data type for the input
coordinates must be set to cast to signed, because that is what the CORDIC2
block expects.

CORDIC2 provides the following enhancements compared to SMC CORDIC:

* Configures the number of pipeline stages for the mask from O (full
combinational implementation) to any positive integer.

* Configures the rounding mode for x, y, and angle outputs computed for
each stage from the mask allowing speed vs. accuracy trade off.
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* Supports flow control.

* Supports both one and four quadrant operations.
* Supports dynamic vectoring and rotation mode.

* Supports the enabled data path folded structure.

* Provides multichannel support.

CORDIC2 Flow Control
The CORDIC2 block provides the following optional flow control ports:

srdyi The srdyi (source ready) input port determines whether the input data in
the current sample period is valid. An invalid input sample is indicated by
srdyi going low. For Enabled data path folded mode, you must keep srdyi low for
at least (number of iterations-1) the number of clock cycles between two
srdyi HIGH events.

srdyo  The srdyo (source ready) output port determines whether the current
output sample is valid. An invalid output sample is indicated by srdyo going
low.

For a multichannel operation, the flow control signals are serial and apply for
all the channels.

Latency

For Streaming mode, the latency of CORDIC?2 is equal to the latency parameter
value you entered for the mask. For Enabled data path folded mode, the latency
is equal to (number of iterations + 2).

© 2013 Synopsys, Inc. Synphony Model Compiler User Guide
128 October 2013



SMC CORDIC2 SMC Blocks: Abs to Host Interface

CORDIC2 Parameters

E Function Block Parameters: CORDIC2 @
Parameters
Architecture | Streaming vJ

Number of iterations

10

Stage output rounding mode IFIoor (Truncate) -
Latency

4 =
Function [D)rnamic hd

Four Quadrant Operation
[T srdyifsrdyo port
Number of Channels

3

[ oK H Cancel H Help Apply

Architecture
Specifies how the CORDIC block is implemented:

— Streaming implements each iteration as a separate stage in the
pipeline, that takes input from the previous stage and feeds the
output to the next stage in the pipeline. The maximum effective
throughput can be achieved at a cost of .

— Enabled data path folded reuses one stage to implement all the iterations,
resulting in a folded iteration structure. This mode requires that
srdyi/srdyo always be available, since the CORDIC only processes one
valid input every number of iterations clock cycles. Throughput can
be reduced effectively, at the most once every number of iterations
clock cycles. However, the entire CORDIC is implemented with only
three adders.
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Stage output rounding mode

Specifies the rounding mode for X, y and angle (z) at the output of each
iteration stage. Select one of the following options: Floor(Truncate), Nearest,
Convergent, Fix, Ceil, or Round.

Latency

Specifies the latency for the CORDIC, which is made available only with
the Streaming architecture. The pipeline registers that account for the
latency are distributed uniformly among the iteration stages to optimize
timing performance.

Functions
Specifies the operation to be implemented for the CORDIC:

— Vectoring implements mag(x’) = sqrt(x2+y2), y'=0, phase(z’) = arg(x+jy)+z.
— Rotation implements x’ = x*cos(z)-y*sin(z), y'’=y*cos(z)+x*sin(z), z=0.
— Dynamic performs vectoring or rotation dynamically at runtime.

— For vectoring, feed a one (1) to the veci port.

— For rotation, feed a zero (0) to the veci port.

Veco is the delayed version of veci for chaining multiple CORDICs.

Four quadrant operation

Specifies whether to implement the default of one quadrant CORDIC or
use wrapper logic to implement a four quadrant rotation for vectoring.

srdyi/srdyo port

Specifies that flow control ports are available when you select the
Streaming architecture.

Number of channels

Specifies the number of channels implemented for the CORDIC. All data
inputs must be vectors of a width equal to the number of channels.
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